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**變數、常數、基本類型、運運算元、條件判斷以及類型轉換**

**變數**

如前言所說，**Dart**和**Kotlin**一樣是強大的腳本類語言，可以不預先定義變數類型 ，自動會類型推倒，**Dart**中定義變數可以通過var關鍵字可以通過類型來申明變數：

var str = 'dart';

String str2 = 'this is dart';

int count = 123;

注意： var 後就不要寫類型 ， 寫了類型 不要var 兩者都寫 var a int = 5; 報錯

**常數**：final 和 const修飾符

* const修飾的值不變 要在定義變數的時候就得賦值；
* final可以開始不賦值 只能賦一次，而final不僅有const的編譯時常量的特性，最重要的它是運行時常量，並且final是惰性初始化，即在運行時第一次使用前才初始化。

final name = 'Max';

final String sex = '男';

const bar = 1000000;

const double atm = 1.01325 \* bar;

如果我們使用了阿里的代碼規範外掛插件，其實他會提示我們最好用const代替final。

#### Dart的命名規則

* 變數名稱必須由數位、字母、底線和美元符($)組成。
* 注意：識別字開頭不能是數字
* 識別字不能是保留字和關鍵字。
* 變數的名字是區分大小寫的如: age和Age是不同的變數。在實際的運用中,也建議,不要用一個單詞大小寫區分兩個變數。
* 識別字(變數名稱)一定要見名思意 ：變數名稱建議用名詞，方法名稱建議用動詞

#### Dart的入口方法

**Dart** 入口方法main有兩種定義

//表示main方法沒有返回值

void main(){

print('dart');

}

main(){

print('dart');

}

**基本類型**

#### 資料類型

**Dart**中常用的資料類型有以下的類型：

Numbers（數值）:

int

double

Strings（字串）

String

Booleans(布林)

bool

List（陣列）

在Dart中，陣列是清單物件，所以大多數人只是稱它們為列表

Maps（字典）

通常來說，Map 是一個鍵值對相關的物件。 鍵和值可以是任何類型的物件。每個鍵只出現一次，而一個值則可以出現多次

#### 數數值型別： int double

int整型：

int a=123;

a=45;

double既可以是整型，也可是浮點型：

double b=23.5;

b=24;

#### 字串類型

字串定義：

var str1='this is str1';

String str2='this is str2';

字串拼接：

print("$str1 $str2");

print(str1 + str2);

#### 布林類型

定義方式：

bool flag1=true;

var flag2=true;

判斷條件上和Kotlin使用無異。

#### List（陣列/集合）

不指定類型定義List：

var list1 = ["張三",20,true];

print(list1);

print(list1[2]);

這就有點顛覆我們以往的觀念了，一個list裡面還可以有不同的類型。

指定類型定義List：

var list2 = <String>["張三","李四"];

print(list2);

通過[]來定義Lsit：

通過[]創建的集合的容量可以變化：

var list = [];

list.add("小明");

list.add(24);

list.add(true);

print(list);

也可以指定List中的元素類型：

List<String> list = [];

又或者是：

List<String> list = List.empty(growable: true);

growable 為 false 是為 固定長度列表，為 true 是為 長度可變列表

通過List.filled創建的集合長度是固定：

var list1 = List.filled(2, "");

var list2 = List<String>.filled(2, "");

#### Map

Map的定義：

直接賦值方式：

var person={

"name":"小明",

"age":28,

"work":["程式師","Android開發"]

};

print(person["name"]);

print(person["age"]);

print(person["work"]);

通過Map分別賦值：

var map =new Map();

map["name"]="小明";

map["age"]=26;

map["work"]=["程式師","Android開發"];

print(map);

#### is 關鍵字來判斷類型

var str = 123;

if(str is String){

print('是string類型');

}else if(str is int){

print('int');

}else{

print('其他類型');

}

**運運算元**

#### 算術運算子

使用和符號上和Kotlin中的基本無異：

int a=13;

int b=5;

print(a+b); //加

print(a-b); //減

print(a\*b); //乘

print(a/b); //除

print(a%b); //其餘

print(a~/b); //取整

#### 關係運算子

關係運算子主要有：

== ！= > < >= <=

使用：

int a=5;

int b=3;

print(a==b); //判斷是否相等

print(a!=b); //判斷是否不等

print(a>b); //判斷是否大於

print(a<b); //判斷是否小於

print(a>=b); //判斷是否大於等於

print(a<=b); //判斷是否小於等於

#### 邏輯運算子

**! 取反：**

bool flag=false;

print(!flag); //取反

**&&並且:全部為true的話值為true 否則值為false：**

bool a=true;

bool b=true;

print(a && b);

**||或者：全為false的話值為false 否則值為true：**

bool a=false;

bool b=false;

print(a || b);

#### 設定運算子

**基礎設定運算子 =、??= ++ --**

int c=a+b; //從右向左

b??=23; 表示如果b為空的話把 23賦值給b

**++ --**

// ++ -- 表示自增 自減 1

//在賦值運算裡面 如果++ -- 寫在前面 這時候先運算 再賦值，如果++ --寫在後面 先賦值後運行運算

var a = 10;

var b = a--;

print(a); //9

print(b); //10

// var a=10;

// a++; //a=a+1;

// print(a);

**複合設定運算子 +=、-= 、\*= 、 /= 、%= 、~/=**

**+=**

var a=12;

a+=12; //a = a+12

print(a);

**-=**

a-=6; // a = a-6

\***=**

a\*=3; //a=a\*3;

**/=**

需要返回double類型

double a=12;

a/=12;

**%=**

double a=12;

a %= 12;

**~/=**

返回的是int整型

int a1 = 3;

int a2 = 2;

int a = a1 ~/= a2;

a = 1.

**條件判斷**

\*\*if else \*\*

bool flag=true;

if(flag){

print('true');

}else{

print('false');

}

**switch case**

var sex = "女";

switch (sex) {

case "男":

print('性別是男');

break;

case "女":

print('性別是女');

break;

default:

print('傳入參數錯誤');

break;

}

**三元運算子**

bool flag = false;

String str = flag?'我是true':'我是false';

print(str);

**??運算子**

var a;

var b= a ?? 10;

print(b); // a為空，則賦值為10

// var a=22;

// var b= a ?? 10;

//

// print(b); // 20

**類型轉換**

#### Number與String類型之間的轉換

* Number類型轉換成String類型toString()
* String類型轉成Number類型int.parse()

String轉Number

String str = '123';

var myNum = int.parse(str);

print(myNum is int);

// String str='123.1';

// var myNum=double.parse(str);

// print(myNum is double);

轉String:

var myNum=12;

var str=myNum.toString();

print(str is String);

#### 其他類型轉換成Boolean類型

isEmpty:判斷字串是否為空

var str = '';

if (str.isEmpty) {

print('str空');

} else {

print('str不為空');

}

isNaN：判斷值是否為非數字

var myNum = 0 / 0;

if (myNum.isNaN) {

print('NaN');

}

# 迴圈運算式、List、Record、Set及Map的常用屬性和方法

**迴圈運算式**

#### for迴圈

for (int i = 1; i<=100; i++) {

print(i);

}

也可以寫成：

for (var i = 1; i<=10; i++) {

print(i);

}

對於List的遍歷我們可以這樣做：

var list = <String>["張三","李四","王五"];

for (var element in list) {

print(element);

}

對於Map的反覆運算我們也可以使用for迴圈語句：

var person={

"name":"小明",

"age":28,

"work":["程式師","Android開發"]

};

person.forEach((key, value) {

print(value);

});

#### while語句

while有兩種語句格式：

while(運算式/迴圈條件){

}

do{

語句/循環體

}while(運算式/迴圈條件);

注意：

* 1、最後的分號不要忘記
* 2、迴圈條件中使用的變數需要經過初始化
* 3、循環體中，應有結束迴圈的條件，否則會造成閉環。

看下面代碼：

int i = 1;

while (i <= 10) {

print(i);

i++;

}

do...while()最大的區別就是不管條件成立與否都會至少執行一次：

var i = 2;

do{

print('執行代碼');

}while(i < 2);

#### break和continue語句

**break語句功能:**

* 在switch語句中使流程跳出switch結構。
* 在迴圈語句中使流程跳出當前迴圈,遇到break迴圈終止，後面代碼也不會執行 需要強調的是:
* 如果在迴圈中已經執行了break語句,就不會執行循環體中位於break後的語句。
* 在多層迴圈中,一個break語句只能向外跳出一層

break可以用在switch case中 也可以用在for迴圈和while迴圈中。

**continue語句的功能:**

只能在迴圈語句中使用，使本次迴圈結束，即跳過循環體中下面尚未執行的語句，接著進行下次的是否執行迴圈的判斷。

continue可以用在for迴圈以及while迴圈中，但是不建議用在while迴圈中，不小心容易閉環。

**break使用：**

//如果 i等於4的話跳出迴圈

for(var i=1;i<=10;i++){

if(i==4){

break; /\*跳出循環體\*/

}

print(i);

}

//break語句只能向外跳出一層

for(var i = 0;i < 5;i++){

for(var j = 0;j< 3;j++){

if(j == 1){

break;

}

}

}

while迴圈跳出：

//while迴圈 break跳出迴圈

var i = 1;

while(i< =10){

if(i == 4){

break;

}

print(i);

i++;

}

**continue使用：**

//如果i等於4的話跳過

for(var i=1;i<=5;i++){

if(i == 2){

continue; //跳過當前循環體 然後迴圈還會繼續執行

}

print(i);

}

**List常用屬性和方法**

**常用屬性：**

* length 長度
* reversed 翻轉
* isEmpty 是否為空
* isNotEmpty 是否不為空

**常用方法：**

* add 增加
* addAll 拼接陣列
* indexOf 查找 傳入具體值
* remove 刪除 傳入具體值
* removeAt 刪除 傳入索引值
* fillRange 修改
* insert(index,value) 指定位置插入
* insertAll(index,list) 指定位置插入List
* toList() 其他類型轉換成List
* join() List轉換成字串
* split() 字串轉化成List
* forEach
* map
* where
* any

一些常用屬性和方法使用舉例：

var list=['張三','李四','王五',"小明"];

print(list.length);

print(list.isEmpty);

print(list.isNotEmpty);

print(list.reversed); //對列表倒序排序

print(list.indexOf('李四')); //indexOf查找資料 查找不到返回-1 查找到返回索引值

list.remove('王五');

list.removeAt(2);

list.fillRange(1, 2,'a'); //修改 1是開始的位置 2二是結束的位置

print(list);

list.insert(1,'a');

print(list);

list.insertAll(1, ['a','b']); //插入多個

**Record常用屬性和方法**

**常用屬性：**

* keys: 返回一個包含所有欄位名稱的可反覆運算對象 (Iterable<Symbol>)。
* values: 返回一個包含所有欄位值的可反覆運算對象 (Iterable<Object?>)。
* entries: 返回一個包含所有欄位的可反覆運算對象 (Iterable<MapEntry<Symbol, Object?>>)。
* length: 返回記錄中欄位的數量。
* isEmpty: 檢查 Record 是否為空。
* forEach: 對 Record 中的每個鍵值對執行回呼函數。

示例:

* final person = (#name: 'Alice', #age: 30, #city: 'New York');
* print(person.keys); *// (Symbol("name"), Symbol("age"), Symbol("city"))*
* print(person.values); *// (Alice, 30, New York)*
* print(person.entries); *// (MapEntry(#name: Alice), MapEntry(#age: 30), MapEntry(#city: New York))*
* print(person.length); *// 3*

**常用方法：**

* get(Symbol fieldName): 返回指定欄位的值。如果欄位不存在,則返回 null。
* containsKey(Symbol fieldName): 檢查記錄是否包含指定的欄位名稱。
* toString(): 返回記錄的字串表示形式。
* hashCode: 返回記錄的雜湊碼。
* operator []: 可以使用方括號語法來訪問記錄的欄位值。
* []: 通過鍵獲取值。
* []=: 通過鍵設置值。
* containsValue: 檢查 Record 是否包含指定的值。
* toMap: 將 Record 轉換為 Map 對象。
* toString: 將 Record 轉換為字串表示形式。

示例:

* final person = (#name: 'Alice', #age: 30, #city: 'New York');
* print(person.get(#name)); *// Alice*
* print(person.containsKey(#age)); *// true*
* print(person['city']); *// New York*
* print(person); *// {#name: Alice, #age: 30, #city: New York}*

**操作方法：**

* operator +: 可以使用加號運算符將兩個記錄合併。
* operator -: 可以使用減號運算符從記錄中刪除指定的欄位。
* map: 將記錄中的每個欄位值映射到新的值。
* updateFields: 更新記錄中存在的欄位值。

示例:

* final person1 = (#name: 'Alice', #age: 30);
* final person2 = (#city: 'New York', #job: 'Engineer');
* final mergedPerson = person1 + person2; *// {#name: Alice, #age: 30, #city: New York, #job: Engineer}*
* final updatedPerson = mergedPerson.map((k, v) => MapEntry(k, v == 'Alice' ? 'Bob' : v)); *// {#name: Bob, #age: 30, #city: New York, #job: Engineer}*
* final removedPerson = mergedPerson - {#job}; *// {#name: Alice, #age: 30, #city: New York}*

### 示例

Record<String, dynamic> userProfile = {'name': 'Alice', 'age': 30, 'city': 'Taipei'};

// 獲取值

print(userProfile['name']); // Output: Alice

// 設置值

userProfile['city'] = 'New Taipei City';

// 檢查鍵是否存在

print(userProfile.containsKey('age')); // Output: true

// 檢查值是否存在

print(userProfile.containsValue('Alice')); // Output: true

// 遍歷鍵值對

userProfile.forEach((key, value) {

print('$key: $value');

});

// 轉換為 Map 對象

Map<String, dynamic> userProfileMap = userProfile.toMap();

// 轉換為字串表示形式

print(userProfile.toString()); // Output: {'name': 'Alice', 'age': 30, 'city': 'New Taipei City'}

**Set常用屬性和方法**

**Set**的最主要的功能就是去除數組重複內容，它是沒有順序且不能重複的集合，所以不能通過索引去獲取值。

var s = new Set();

s.add('A');

s.add('B');

s.add('B');

print(s); //{A, B}

當add相同內容時候無法添加進去的。

**Set**可以通過add方法添加一個List,並清除值相同的元素：

var list = ['香蕉','蘋果','西瓜','香蕉','蘋果','香蕉','蘋果'];

var s = new Set();

s.addAll(list);

print(s);

print(s.toList());

**Map的常用屬性和方法**

**Map**是無序的鍵值對，它的常用屬性主要有以下：

**常用屬性：**

* keys 獲取所有的key值
* values 獲取所有的value值
* isEmpty 是否為空
* isNotEmpty 是否不為空

**常用方法:**

* remove(key) 刪除指定key的資料
* addAll({...}) 合併映射 給映射內增加屬性
* containsValue 查看映射內的值 返回true/false
* forEach
* map
* where
* any
* every

**map轉換：**

List list = [1, 3, 4];

//map轉換，根據返回值返回新的元素清單

var newList = list.map((value) {

return value \* 2;

});

print(newList.toList());

**where：獲取符合條件的元素：**

List list = [1,3,4,5,7,8,9];

var newList = list.where((value){

return value > 5;

});

print(newList.toList());

**any：是否有符合條件的元素**

List list = [1, 3, 4, 5, 7, 8, 9];

//只要集合裡面有滿足條件的就返回true

var isContain = list.any((value) {

return value > 5;

});

print(isContain);

**every：需要每一個都滿足條件**

List myList=[1,3,4,5,7,8,9];

//每一個都滿足條件返回true 否則返回false

var flag = myList.every((value){

return value > 5;

});

print(flag);

**Set使用forEach遍歷：**

var s=new Set();

s.addAll([11,22,33]);

s.forEach((value) => print(value));

**Map使用forEach遍歷：**

Map person={

"name":"張三",

"age":28

};

person.forEach((key,value){

print("$key -> $value");

});

## Dart 中List的高級用法

Dart 中的 List 類型提供了豐富的高級用法，可用於更靈活地操作和管理清單中的資料。除了基本的添加、刪除和訪問元素之外，您還可以使用各種方法和技術來過濾、排序、轉換和組合清單資料。

## 1. 高效的列表操作

* **使用 Iterable 介面:** Iterable 介面提供了 forEach、map、where 等方法，可以更簡潔地遍歷和處理清單中的元素。例如：

List<int> numbers = [1, 2, 3, 4, 5];

// 使用 forEach 遍歷並列印每個元素

numbers.forEach((number) => print(number));

// 使用 map 將每個元素平方並返回新的清單

List<int> squares = numbers.map((number) => number \* number).toList();

print(squares); // 輸出: [1, 4, 9, 16, 25]

// 使用 where 過濾偶數並返回新的列表

List<int> evenNumbers = numbers.where((number) => number % 2 == 0).toList();

print(evenNumbers); // 輸出: [2, 4]

* **使用視圖列表:** 視圖列表（View List）提供了對現有列表的非破壞性視圖。您可以使用視圖列表來過濾、排序或截取原始列表的一部分，而無需創建新的列表副本。例如：

List<int> numbers = [1, 2, 3, 4, 5];

// 創建一個隻包含偶數的視圖列表

List<int> evenNumbersView = numbers.where((number) => number % 2 == 0).toList();

// 修改視圖清單中的元素

evenNumbersView[0] = 10;

// 原始列表也會受到影響

print(numbers); // 輸出: [1, 10, 3, 4, 5]

* **使用 spread operator:** 展開運運算元（Spread Operator）可以將多個可反覆運算物件合併成一個新的清單。例如：

List<int> numbers1 = [1, 2, 3];

List<int> numbers2 = [4, 5, 6];

// 將兩個列表合併成一個新的列表

List<int> allNumbers = [...numbers1, ...numbers2];

print(allNumbers); // 輸出: [1, 2, 3, 4, 5, 6]

## 2. 高階函數和函數運算式

* **使用高階函數:** 高階函數（Higher-Order Function）是指可以接收函數作為參數或返回值的函數。Dart 中提供了許多高階函數，例如 sort、any、reduce 等，可以用於更高級的列表操作。例如：

List<int> numbers = [5, 2, 4, 1, 3];

// 使用 sort 方法對列表排序

numbers.sort();

print(numbers); // 輸出: [1, 2, 3, 4, 5]

// 使用 any 方法檢查列表中是否存在大於 4 的元素

bool hasGreater = numbers.any((number) => number > 4);

print(hasGreater); // 輸出: true

// 使用 reduce 方法計算清單中所有元素的平方和

int sumOfSquares = numbers.reduce((sum, number) => sum + number \* number);

print(sumOfSquares); // 輸出: 55

* **使用函數運算式:** 函數運算式（Function Expression）允許您在代碼塊中定義匿名函數。這使得您可以在需要時動態創建和使用函數。例如：

List<int> numbers = [1, 2, 3, 4, 5];

// 使用函數運算式過濾偶數

List<int> evenNumbers = numbers.where((number) {

if (number % 2 == 0) return true;

return false;

}).toList();

print(evenNumbers); // 輸出: [2, 4]

## 3. 類型推斷和泛型

### 使用類型推斷

Dart 支援類型推斷，這意味著您可以省略清單元素的類型，Dart 編譯器會根據您提供的元素自動推斷類型。例如：

List<int> numbers = [1, 2, 3, 4, 5];

List<String> names = ["Alice", "Bob", "Charlie"];

// 編譯器會自動推斷 numbers 的元素類型為 int

// 編譯器會自動推斷 names 的元素類型為 String

類型推斷可以使您的代碼更加簡潔易讀，因為它可以減少您需要編寫的型別宣告。但是，在某些情況下，您可能需要顯式指定類型以提高代碼的可讀性和可維護性。

例如，如果您要創建一個包含不同類型元素的清單，則可以使用顯式型別宣告來確保代碼的可讀性：

List<Object> mixedList = [1, "Hello", true];

在某些情況下，Dart 編譯器無法正確推斷清單元素的類型。例如，如果您使用匿名函數來創建清單，則可能需要顯式指定類型：

List<int> numbers = [1, 2, 3].where((number) => number % 2 == 0).toList();

// 編譯器無法推斷匿名函數的參數類型

// 需要顯式指定類型

List<int> evenNumbers = [1, 2, 3].where((int number) => number % 2 == 0).toList();

* **使用泛型:** 泛型（Generic）允許您創建可用於不同類型資料的可重用清單類。例如：

class MyList<T> {

List<T> \_data = [];

void add(T item) {

\_data.add(item);

}

T operator [](int index) {

return \_data[index];

}

int get length => \_data.length;

}

// 創建一個 MyList<String> 物件

MyList<String> myStrings = MyList<String>();

myStrings.add("Hello");

myStrings.add("World");

print(myStrings[0]); // 輸出: Hello

print(myStrings.length); // 輸出: 2

// 創建一個 MyList<int> 物件

MyList<int> myNumbers = MyList<int>();

myNumbers.add(1);

myNumbers.add(2);

print(myNumbers[1]); // 輸出: 2

print(myNumbers.length); // 輸出: 2

## 4. 其他高級用法

* **使用不可變列表:** 不可變列表（Immutable List）是一種不可修改的列表。這使得它們非常適合在需要執行緒安全或不可變性的情況下使用。例如：

List<String> myNames = const ["Alice", "Bob", "Charlie"];

// 嘗試修改不可變列表會報錯

// myNames[0] = "David";

* **使用擴展方法:** 擴展方法（Extension Method）允許您為現有類添加新方法。您可以使用擴展方法來為列表類添加自訂方法，例如過濾、排序或轉換清單資料。例如：

extension ListExtension<T> on List<T> {

List<T> whereEven() {

return where((element) => element % 2 == 0);

}

}

List<int> numbers = [1, 2, 3, 4, 5];

// 使用擴展方法過濾偶數

List<int> evenNumbers = numbers.whereEven();

print(evenNumbers); // 輸出: [2, 4]

以下是一些 List 的高級用法示例:

1. **List 展開運算符 (Spread Operator)**

展開運算符 ... 可用於將一個 List 插入到另一個 List 中,或者合併多個 List。

var list1 = [1, 2, 3];

var list2 = [4, 5];

var mergedList = [...list1, ...list2]; *// [1, 2, 3, 4, 5]*

1. **List 生成式 (List Comprehensions)**

List 生成式提供了一種簡潔的語法來創建新的 List。

var squares = [for (var i = 1; i <= 5; i++) i \* i]; *// [1, 4, 9, 16, 25]*

1. **高階方法**

List 提供了許多高階方法,如 map、reduce、where 等,可以更好地處理集合數據。

var numbers = [1, 2, 3, 4, 5];

var doubledNumbers = numbers.map((n) => n \* 2).toList(); *// [2, 4, 6, 8, 10]*

var evenNumbers = numbers.where((n) => n.isEven).toList(); *// [2, 4]*

var sum = numbers.reduce((a, b) => a + b); *// 15*

1. **List 切片 (Slicing)**

可以使用 sublist 方法從一個 List 中提取一個子列表。

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var slice1 = numbers.sublist(2, 5); *// [3, 4, 5]*

var slice2 = numbers.sublist(5); *// [6, 7, 8, 9, 10]*

1. **List 轉換**

List 可以轉換為其他集合類型,如 Set 或 Map。

var numbers = [1, 2, 3, 3, 4, 4, 5];

var numbersSet = numbers.toSet(); *// {1, 2, 3, 4, 5}*

var numbersMap = numbers.asMap(); *// {0: 1, 1: 2, 2: 3, 3: 3, 4: 4, 5: 4, 6: 5}*

1. **List 排序**

List 提供了內置的排序功能,可以按照自定義的規則對 List 進行排序。

var names = ['Alice', 'Bob', 'Charlie', 'David'];

names.sort(); *// ['Alice', 'Bob', 'Charlie', 'David']*

names.sort((a, b) => b.compareTo(a)); *// ['David', 'Charlie', 'Bob', 'Alice']*

這些只是 Dart 中 List 的一些高級用法示例。利用這些用法,您可以更加高效地處理集合數據,編寫更加簡潔和易讀的代碼。

**Records 記錄類型(元組) 表示和使用方法**

Records are an anonymous, immutable , aggregate type.記錄是一種匿名的、不可變的聚合類型。

#### 1. 記錄類型的聲明與訪問

透過()將若干個物件組合在一塊，作為一個新的聚合類型。定義時可以直接放入對象，也可以進行命名傳入：

var record = ('first', a: 2, b: true, 'last');

print(record.runtimeType);

--->[列印輸出]---

(String, String, {int a, bool b})

上面的record 物件由四個資料構成，透過runtimeType可以查看到其運行時類型，類型為各個非命名資料類型+ 各命名類型。

非命名類型資料可以透過$index進行存取：

print(record.$1);

print(record.$2);

--->[列印輸出]---

first

last

命名類型資料可以透過名稱進行存取：

print(record.a);

print(record.b);

--->[列印輸出]---

2

true

注意: 一個記錄物件的資料不允許被修改:

![](data:image/png;base64,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)

#### 2. 記錄類型聲明對象

一個Records 本質上也是一種類型，可以用該類型來宣告對象，例如現在透過(double,double,double) 的記錄類型表示三個座標，如下定義p0 和p1 物件：

void main() {

(double x, double y, double z) p0 = (1, 2, 3);

(double x, double y, double z) p1 = (1, 2, 6);

}

既然可以實例化為對象，那麼自然也可以將其作為參數類型傳入函數中，如下distance方法傳入兩個三維點，計算距離：

double distance(

(double x, double y, double z) p0,

(double x, double y, double z) p1,

) {

num result = pow(p0.$1 - p1.$1, 2) + pow(p0.$2 - p1.$2, 2) + pow(p0.$3 - p1.$3, 2);

return sqrt(result);

}

但記錄類型一旦顯示聲明，寫起來比較繁瑣；和函數類型類似，也可以透過typedef 來定義類型的別名。如下所示，定義Point3D作為別名，功能是等價的，但書寫和可讀性會更好一些：

typedef Point3D = (double, double, double);

void main() {

Point3D p0 = (1, 2, 3);

Point3D p1 = (1, 2, 6);

print(distance(p0, p1));

}

double distance(Point3D p0, Point3D p1) {

num result = pow(p0.$1 - p1.$1, 2) + pow(p0.$2 - p1.$2, 2) + pow(p0.$3 - p1.$3, 2);

return sqrt(result);

}

同理，記錄類型也可以作為傳回值，這樣可以解決一個函數傳回多值的問題。如下addTask方法可以計算1 ~ count 的累加值，傳回計算結果與耗時毫秒數：

({int result, int cost}) addTask2(int count) {

int start = DateTime.now().millisecondsSinceEpoch;

int sum = 0;

for (int i = 0; i < count; i++) {

sum += i;

}

int end = DateTime.now().millisecondsSinceEpoch;

return (

result: sum,

cost: end - start,

);

}

#### 3. 記錄類型物件的等值

記錄類型會根據欄位的結構自動定義hashCode 和== 方法。所以兩個記錄物件相等，就是其中的各個數值相等。但透過identical可以看出p0 和p1 仍是兩個對象，記憶體位址不同：

(double, double, double) p0 = (1, 2, 3);

(double, double, double) p1 = (1, 2, 3);

print(p0 == p1);

print(identical(p0, p1));

--->[列印輸出]---

true

false

如下圖所示，第二個資料是List<double>類型，兩個[2] 是兩個不同的對象，所以p2，p3 不相等：

(double, List<double>, double) p2 = (1, [2], 3);

(double, List<double>, double) p3 = (1, [2], 3);

print(p2==p3);

--->[列印輸出]---

false

在下面測試中， 列表使用相同對象，則p2，p3 相等：

List<double> li = [2];

(double, List<double>, double) p2 = (1, li, 3);

(double, List<double>, double) p3 = (1, li, 3);

print(p2==p3);

--->[列印輸出]---

true

#### 4. 記錄類型的價值

對於程式語言來說，Dart 的記錄類型也不是什麼新的東西，就是其他語言中的元組。如下所示，可以建立一個TaskResult類別來維護資料作為回傳值。但如果只是傳回一些臨時的數據，為此新建一個類別來維護數據就會顯得比較繁瑣，還要定義建構子。

class TaskResult{

final int result;

final int cost;

TaskResult(this.result, this.cost);

}

TaskResult addTask(int count) {

int start = DateTime.now().millisecondsSinceEpoch;

int sum = 0;

for (int i = 0; i < count; i++) {

sum += i;

}

int end = DateTime.now().millisecondsSinceEpoch;

return TaskResult(sum, end - start);

}

除此之外，一個函數傳回多個資料也可以使用Map 物件：

Map<String,dynamic> addTask(int count) {

int start = DateTime.now().millisecondsSinceEpoch;

int sum = 0;

for (int i = 0; i < count; i++) {

sum += i;

}

int end = DateTime.now().millisecondsSinceEpoch;

return {

'result' : sum,

'cost': end - start

};

}

但這種方式的弊端也很明顯，回傳和使用時都需要固定的字串作為key。如果key 寫錯了，程式碼在運行前也不會有任何錯誤，這樣很容易就會出現風險。當多人協作時，而且如果函數的書寫者和呼叫者不是一個人，那麼該使用什麼鍵得到什麼值就很難分辨。

Map<String,dynamic> task = addTask2(100000000);

print(task['result']);

print(task['cost']);

所以，相較於新建class 或透過Map 來維護多個數據，使用記錄類型更加方便快速精確。但話說回來，如果屬性資料量過多，使用記錄類型看起來會非常麻煩，也不能定義成員方法來操作、修改內部資料。所以它有自己的特色使用場景，例如暫時聚合多個資料來方便使用。

**Record 的高級用法**

Dart 中的 Record 是一種匿名的、不可變的聚合類型。它可以用來將多個值綁定在一起，就像結構體或字典一樣。但是，Record 與結構體和字典有一些關鍵的區別：

* Record 是匿名的，這意味著它沒有名稱。
* Record 是不可變的，這意味著一旦創建，就不能再更改其值。
* Record 的值是異構的，這意味著它可以包含不同類型的值。

這些特性使得 Record 非常適合用於創建臨時資料結構、傳遞參數和返回值，以及在需要類型安全性的情況下存儲資料。

### 高級用法示例

以下是一些 Dart 中 Record 的高級用法示例：

**1. 使用 Record 作為參數和返回值**

Record 可以作為函數的參數和返回值。這使得它們非常適合用於在函數之間傳遞資料。例如，以下代碼定義了一個函數，該函數接受一個 Record 作為參數並返回另一個 Record：

Record<String, int> createPerson(String name, int age) {

return {'name': name, 'age': age};

}

void main() {

var person = createPerson('Alice', 30);

print(person); // Output: {'name': 'Alice', 'age': 30}

}

**2. 使用 Record 作為臨時資料結構**

Record 可以用於創建臨時資料結構，例如在迴圈或條件塊中。這使得它們比結構體或字典更羽量級，並且可以避免不必要的記憶體分配。例如，以下代碼使用 Record 來存儲迴圈中每個元素的平方：

List<int> numbers = [1, 2, 3, 4, 5];

for (int number in numbers) {

var square = {'number': number, 'square': number \* number};

print(square);

}

**3. 使用 Record 來存儲類型安全的資料**

Record 可以用於存儲類型安全的資料，這可以説明防止執行階段錯誤。例如，以下代碼使用 Record 來存儲使用者設定檔：

Record<String, dynamic> getUserProfile(String userId) {

// Fetch user profile from database or API

return {'id': userId, 'name': 'Alice', 'age': 30};

}

void main() {

var profile = getUserProfile('user123');

print(profile['name']); // Output: Alice

print(profile['age']); // Output: 30

}

**4. 使用 Record 與泛型一起使用**

Record 可以與泛型一起使用來提高代碼的再使用性和類型安全性。例如，以下代碼定義了一個泛型函數，該函數接受一個 Record 作為參數並返回其值：

T getValue<T>(Record<String, T> record, String key) {

return record[key]!;

}

void main() {

var person = createPerson('Alice', 30);

var name = getValue(person, 'name');

var age = getValue(person, 'age');

print(name); // Output: Alice

print(age); // Output: 30

}

**5. 使用 Record 與模式匹配一起使用**

Record 可以與模式匹配一起使用來提取資料。例如，以下代碼使用模式匹配來提取 Record 中的值：

Record<String, dynamic> getUserProfile(String userId) {

// Fetch user profile from database or API

return {'id': userId, 'name': 'Alice', 'age': 30};

}

void main() {

var profile = getUserProfile('user123');

switch (profile) {

case Record<String, String>('id', userId, 'name', name, 'age', age):

print('User ID: $userId');

print('Name: $name');

print('Age: $age');

break;

}

}

使用模式匹配來解構Record並提取所需的欄位值。

void main() {

final person = (#name: 'Alice', #age: 30);

if (person is (#name: final String name, #age: final int age)) {

print('Name: $name, Age: $age'); *// Name: Alice, Age: 30*

}

}

**6.解構賦值**

你可以使用解構賦值來同時獲取Record中多個欄位的值。這可以使你的代碼更加簡潔和易讀。

void main() {

final person = (#name: 'Alice', #age: 30, #city: 'New York');

final (#name: name, #age: age, #city: city) = person;

print('Name: $name, Age: $age, City: $city'); *// Name: Alice, Age: 30, City: New York*

}

**7.嵌套Record**

Record可以包含其他Record作為欄位值,這使得它在表示複雜數據結構時特別有用。

void main() {

final address = (#street: '123 Main St.', #city: 'New York', #zip: '10001');

final person = (#name: 'Alice', #age: 30, #address: address);

print('Name: ${person.name}, Address: ${person.address.street}, ${person.address.city} ${person.address.zip}');

*// Name: Alice, Address: 123 Main St., New York 10001*

}

* 1. **Record操作**

Dart提供了一些方便的方法來操作Record,例如合併多個Record、更新欄位值等。

void main() {

final person1 = (#name: 'Alice', #age: 30);

final person2 = (#name: 'Bob', #city: 'London');

*// 合併Record*

final mergedPerson = {...person1, ...person2};

print(mergedPerson); *// {#name: Bob, #age: 30, #city: London}*

*// 更新欄位值*

final updatedPerson = {...person1, #age: 35};

print(updatedPerson); *// {#name: Alice, #age: 35}*

}

* 1. **Record作為數據類型**

Record可以用作函數參數或返回值的數據類型,這可以提高代碼的類型安全性和可讀性。

Record getPersonInfo(String name, int age) {

return (#name: name, #age: age);

}

void main() {

final person = getPersonInfo('Alice', 30);

print('Name: ${person.name}, Age: ${person.age}'); *// Name: Alice, Age: 30*

}

Record是Dart中一種強大的新數據結構,它提供了一種簡潔、安全和靈活的方式來處理數據。

## Dart 中的 Set：表示及使用(1)

Set（集合）是一種資料結構，用於儲存不重複的值。它與 List（列表）類似，但 Set 中的值是唯一的，並且順序是不確定的。

### 建立 Set

要建立 Set，請使用 Set 類別的建構子：

Set<String> mySet = Set<String>();

此程式碼會建立一個空 Set，其中包含字串型別的值。

您也可以使用字面量來建立 Set，其中包含要儲存的值：

Set<String> mySet = {"apple", "banana", "orange"};

此程式碼會建立一個 Set，其中包含 "apple"、"banana" 和 "orange" 字串。

### 檢查 Set 中的值

您可以使用 contains() 方法來檢查 Set 中是否包含特定值：

Set<String> mySet = {"apple", "banana", "orange"};

bool hasApple = mySet.contains("apple"); // true

bool hasGrape = mySet.contains("grape"); // false

### 新增值到 Set

您可以使用 add() 方法將值新增到 Set 中：

Set<String> mySet = {"apple", "banana", "orange"};

mySet.add("grape");

print(mySet); // {"apple", "banana", "orange", "grape"}

### 刪除值從 Set

您可以使用 remove() 方法從 Set 中刪除值：

Set<String> mySet = {"apple", "banana", "orange"};

mySet.remove("orange");

print(mySet); // {"apple", "banana"}

### 反覆運算 Set 中的值

您可以使用 forEach() 方法來反覆運算 Set 中的值：

Set<String> mySet = {"apple", "banana", "orange"};

mySet.forEach((value) {

print(value); // 列印 "apple"、"banana" 和 "orange"

});

### 合併 Set

您可以使用 union() 方法來合併兩個 Set：

Set<String> set1 = {"apple", "banana"};

Set<String> set2 = {"orange", "grape"};

Set<String> unionSet = set1.union(set2);

print(unionSet); // {"apple", "banana", "orange", "grape"}

### 交集 Set

您可以使用 intersection() 方法來查找兩個 Set 的交集：

Set<String> set1 = {"apple", "banana"};

Set<String> set2 = {"orange", "banana"};

Set<String> intersectionSet = set1.intersection(set2);

print(intersectionSet); // {"banana"}

### 差集 Set

您可以使用 difference() 方法來查找兩個 Set 的差集：

Set<String> set1 = {"apple", "banana"};

Set<String> set2 = {"orange", "banana"};

Set<String> differenceSet = set1.difference(set2);

print(differenceSet); // {"apple"}

### 結論

Set 是一種強大的資料結構，可用於存儲不重複的值。它可以用於各種任務，例如跟蹤已訪問的項目、刪除重複項或查找兩個資料集的共同點。

## Dart 中 Set 的高級用法

除了基本的 Set 表示和使用之外，Dart 中的 Set 還支持一些高級用法，可以讓您更靈活地操作和利用 Set。

### 視圖 Set

視圖 Set（View Set）是一種特殊的 Set，它基於另一個現有的 Set 創建，並提供對該基礎 Set 的部分或全部視圖。視圖 Set 不會存儲自己的資料，而是會引用基礎 Set 中的資料。

例如，我們可以創建一個視圖 Set，只包含偶數：

Set<int> numbers = {1, 2, 3, 4, 5, 6};

Set<int> evenNumbers = numbers.where((number) => number % 2 == 0);

print(evenNumbers); // 輸出 {2, 4, 6}

在這個例子中，evenNumbers 是一個視圖 Set，它基於 numbers Set 創建，並只包含偶數。對 evenNumbers 的任何修改都會反映到 numbers 中。

視圖 Set 還有其他一些用法，例如：

* 創建只包含特定範圍的值的視圖
* 創建只包含符合特定條件的值的視圖
* 創建兩個 Set 的交集、並集或差集的視圖

### 不可變 Set

不可變 Set（Immutable Set）是一種特殊的 Set，一旦創建後就不能再修改。這使得它們非常適合在需要執行緒安全或不可變性的情況下使用。

例如，我們可以創建一個不可變 Set：

Set<String> mySet = Set.from(["apple", "banana", "orange"]);

// mySet.add("grape"); // 會報錯

在這個例子中，mySet 是一個不可變 Set，一旦創建後就不能再添加或刪除元素。

### 類型推斷

Dart 支援類型推斷，這意味著您可以省略 Set 的元素類型，Dart 編譯器會根據您提供的元素自動推斷類型。

例如，我們可以創建一個 Set，其中包含字串：

Set mySet = {"apple", "banana", "orange"};

在這個例子中，編譯器會推斷 mySet 的元素類型為 String，因為您提供的元素都是字串。

### 總結

Dart 中的 Set 的高級用法提供了強大的功能，可以讓您更靈活地操作和利用 Set。通過視圖 Set、不可變 Set 和類型推斷，您可以創建更具表達力和可維護性的代碼。

## Dart 中的 Set：表示及使用(2)

在 Dart 中，Set 是一種無序且不重複的集合數據類型。以下是如何表示及使用 Set 的方式:

1. **創建 Set**

*// 使用字面量語法創建 Set*

var set1 = {'apple', 'banana', 'orange'};

*// 使用構造函數創建空 Set*

var set2 = <String>{};

*// 使用泛型語法創建 Set*

var set3 = <int>{1, 2, 3, 3, 2}; *// 重複的值會被忽略*

1. **存取 Set 元素**

print(set3.length); *// 輸出: 3*

print(set3.contains(2)); *// 輸出: true*

print(set3.first); *// 輸出: 1 (第一個元素)*

set1.add('grape'); *// 添加新元素*

set1.remove('banana'); *// 移除元素*

set3.addAll([4, 5]); *// 添加多個元素*

set3.removeAll([1, 3]); *// 移除多個元素*

1. **Set 操作**

var set5 = {2, 3, 4};

var union = set4.union(set5); *// 聯集 {1, 2, 3, 4}*

var intersection = set4.intersection(set5); *// 交集 {2}*

print(set4.difference(set5)); *// 補集 {1}*

print(set5.difference(set4)); *// 補集 {3, 4}*

1. **遍歷 Set**

for (var item in set1) {

print(item); *// 依次輸出 set1 中的元素*

}

set1.forEach(print); *// 使用 forEach 方法遍歷*

1. **從List創建Set**

var list = [1, 2, 3, 2, 4, 1];

var set = Set.from(list); *// 從 List 創建 Set, 去除重複項*

print(set); *// 輸出: {1, 2, 3, 4}*

Set 在 Dart 中非常有用,可用於存儲不重複的元素集合,比如標籤、id等。使用 Set 可以避免重複數據,並提供了聯集、交集和補集等常用操作。

需要注意的是,Set 是無序的,因此不能通過索引來訪問元素。如果需要訪問特定元素,可以使用 contains 方法檢查元素是否存在。

## Dart 中 Set 的高級用法

Dart 中的 Set 除了基本的添加、刪除和遍歷元素之外,還提供了一些高級用法,可以增強程式碼的靈活性和功能性。以下是一些 Set 的高級用法:

1. **Set 操作**

Set 提供了一些有用的操作,如聯集 (union)、交集 (intersection)、差集 (difference) 和補集 (difference)。這些操作可以方便地對多個 Set 執行集合運算。

var set1 = {1, 2, 3};

var set2 = {3, 4, 5};

var union = set1.union(set2); *// {1, 2, 3, 4, 5}*

var intersection = set1.intersection(set2); *// {3}*

var difference = set1.difference(set2); *// {1, 2}*

1. **Set 轉換為其他集合類型**

Set 可以轉換為 List 或 Map,反之亦然。這種轉換在某些情況下非常有用。

var set = {1, 2, 3};

var list = set.toList(); *// [1, 2, 3]*

var map = set.asMap(); *// {0: 1, 1: 2, 2: 3}*

var list2 = [4, 5, 5, 6];

var set2 = Set.from(list2); *// {4, 5, 6}*

1. **Set 作為函數參數**

Set 可以作為函數參數傳遞,用於去除重複項或執行集合操作。

void printDistinctElements(Set<int> elements) {

print(elements);

}

printDistinctElements({1, 2, 3, 2, 4}); *// {1, 2, 3, 4}*

1. **使用 Set 進行集合操作**

由於 Set 不允許重複元素,因此可以使用它來去除重複項或執行其他集合操作。

var list = [1, 2, 3, 3, 4, 4, 5];

var distinctList = list.toSet().toList(); *// [1, 2, 3, 4, 5]*

1. **使用 Set 作為快取**

Set 可以用作快取,因為它不允許重複元素,並且提供了快速的查找操作。

Set<String> cache = {};

bool isCached(String key) {

return cache.contains(key);

}

void cacheData(String key, String value) {

cache.add(key);

*// 執行一些操作以存儲 (key, value) 對*

}

Set 在 Dart 中提供了強大的功能,可以用於去重、集合運算和快取等場景。利用 Set 的高級用法,可以使程式碼更加簡潔、高效和靈活。

**Map 的表示和使用方法(1)**

在 Dart 中,Map是一種鍵值對的資料結構,可以用來存儲和檢索值。以下是如何表示和使用 Map 的方式:

1. **創建 Map**

*// 使用字面量語法創建 Map*

var map1 = {'name': 'John', 'age': 30};

*// 使用構造函數創建空 Map*

var map2 = Map();

*// 使用泛型語法創建 Map*

var map3 = <String, int>{'id': 123, 'score': 90};

1. **存取 Map 值**

print(map1['name']); *// 輸出: John*

print(map3['id']); *// 輸出: 123*

map1['city'] = 'New York'; *// 添加新鍵值對*

print(map1); *// 輸出: {name: John, age: 30, city: New York}*

1. **Map 操作**

print(map1.length); *// 取得 Map 長度, 輸出: 3*

print(map1.isEmpty); *// 檢查 Map 是否為空, 輸出: false*

print(map1.containsKey('name')); *// 檢查是否包含某個鍵, 輸出: true*

map1.remove('age'); *// 移除一個鍵值對*

map1.clear(); *// 清空整個 Map*

*// 遍歷 Map*

map3.forEach((key, value) {

print('$key: $value');

});

1. **Map 合併**

var map4 = {'a': 1, 'b': 2};

var map5 = {'c': 3, 'd': 4};

var merged = {...map4, ...map5}; *// 合併兩個 Map*

print(merged); *// 輸出: {a: 1, b: 2, c: 3, d: 4}*

1. **Map 作為函數參數**

void printMap(Map<String, dynamic> map) {

map.forEach((key, value) {

print('$key: $value');

});

}

printMap({'x': 10, 'y': 20}); *// 將 Map 作為參數傳遞*

Map 在 Dart 中非常有用,可用於存儲各種類型的鍵值對資料,如對象屬性、查詢參數等。使用 Map 可以方便地組織和訪問資料,使代碼更加清晰和可維護。

**Map 的表示和使用方法(2)**

在 Dart 中，Map 是一種基本資料結構，用於表示鍵值對的集合。每個鍵必須在該映射中唯一，但值可以重複。Map 是無序集合，這意味著添加元素到映射中的順序不會保留。

**創建 Map**

有兩種主要方法可以在 Dart 中創建 Map：

1. **使用 Map 字面量：**

Map<String, String> fruits = {

"apple": "red",

"banana": "yellow",

"orange": "orange",

};

此方法直接定義了一個帶有大括號括起來的鍵值對的映射。鍵類型指定為 String，值類型指定為 String。在此示例中，fruits 映射將鍵 "apple" 與值 "red" 相關聯，鍵 "banana" 與值 "yellow" 相關聯，鍵 "orange" 與值 "orange" 相關聯。

1. **使用 Map 構造函數：**

Map<String, String> fruits = Map<String, String>();

fruits["apple"] = "red";

fruits["banana"] = "yellow";

fruits["orange"] = "orange";

此方法涉及使用 Map 構造函數創建空映射，然後使用 [] 運算子添加鍵值對。此處，fruits 映射最初為空，然後使用 [] 運算子逐個添加元素。

**訪問元素**

要檢索與 Map 中特定鍵關聯的值，請直接使用鍵。例如，要從 fruits 映射中獲取鍵 "apple" 的值：

String appleColor = fruits["apple"];

// appleColor 將為 "red"

如果指定的鍵不存在，您可以獲取空值或提供預設值：

String grapeColor = fruits["grape"]; // grapeColor 將為 null

String grapeColorOrDefault = fruits["grape"] ?? "unknown"; // grapeColorOrDefault 將為 "unknown"

在第一行中，從 fruits 映射中訪問鍵 "grape" 會導致 null 值，因為鍵 "grape" 不存在於映射中。在第二行中，使用空合併運算子 (??) 來提供預設值 "unknown"，如果找不到鍵 "grape"。

**添加元素**

要將新元素添加到 Map 中，請使用 [] 運算子並將其值分配給所需的鍵：

fruits["grape"] = "purple";

此行將新的鍵值對添加到 fruits 映射中。鍵 "grape" 與值 "purple" 相關聯。

**刪除元素**

要從 Map 中刪除元素，請使用 remove() 方法並傳遞要刪除的元素的鍵：

fruits.remove("grape");

此行從 fruits 映射中刪除與鍵 "grape" 關聯的鍵值對。

**遍歷 Map**

要遍歷 Map 中的鍵值對，請使用 for 迴圈：

for (var entry in fruits.entries) {

print("${entry.key}: ${entry.value}");

}

此迴圈反覆運算 fruits 映射中的每個鍵值對。entry 變數表示每個對，其 key 和 value 屬性提供對相應鍵和值的訪問。迴圈以 "鍵: 值" 格式列印每個對。

**檢查鍵是否存在**

要驗證鍵是否存在於 Map 中，請使用 containsKey() 方法：

bool hasGrape = fruits.containsKey("grape"); // hasGrape 將為 false

此行檢查鍵 "grape" 是否存在於 fruits 映射中。hasGrape 變數將設置為 false，因為鍵 "grape" 已被先前刪除。

**獲取 Map 的大小**

要確定 Map 的大小，請使用 length 屬性：

int fruitCount = fruits.length; // fruitCount 將為 2

此行檢索 fruits 映射中的鍵值對數。fruitCount 變數將設置為 2，因為映射現在包含兩個對。

**Map 的高級用法**

除了基本的創建、訪問、添加和刪除元素等操作之外，Map 在 Dart 中還提供了許多高級功能，可用於更複雜的場景。以下是一些高級用法的示例：

**1. 使用 Map.fromIterable 從可反覆運算對象創建 Map:**

List<String> keys = ["name", "age", "occupation"];

List<String> values = ["Alice", "30", "Software Engineer"];

Map<String, String> person = Map.fromIterable(keys, value: (key) => values[keys.indexOf(key)]);

此代碼將創建以下 Map：

{

"name": "Alice",

"age": "30",

"occupation": "Software Engineer"

}

Map.fromIterable 方法可用於將可反覆運算物件（例如清單）轉換為 Map。第一個參數是鍵列表，第二個參數是值生成器函數。值生成器函數將為每個鍵生成相應的值。

**2. 使用 Map.fromKeyMap 從鍵映射創建 Map:**

Map<String, dynamic> keyMap = {

"name": (String name) => name.toUpperCase(),

"age": (int age) => age + 1,

"occupation": (String occupation) => occupation.replaceAll(' ', '\_'),

};

Map<String, dynamic> person = Map.fromKeyMap(keyMap, values: ["Alice", 30, "Software Engineer"]);

此代碼將創建以下 Map：

{

"NAME": "ALICE",

"AGE": 31,

"OCCUPATION\_SOFTWARE\_ENGINEER": "Software\_Engineer"

}

Map.fromKeyMap 方法可用於將鍵映射（其中鍵與值生成器函數相關聯）轉換為 Map。值生成器函數將為每個鍵生成相應的值。

**3. 使用 spread 運算符合並 Map:**

Map<String, String> person1 = {

"name": "Alice",

"age": "30"

};

Map<String, String> person2 = {

"occupation": "Software Engineer",

"city": "Taipei"

};

Map<String, String> combinedPerson = {...person1, ...person2};

此代碼將創建以下 Map：

{

"name": "Alice",

"age": "30",

"occupation": "Software Engineer",

"city": "Taipei"

}

spread 運算子可用於將多個 Map 合併為一個 Map。

**4. 使用 forEach 方法遍歷 Map 並執行操作:**

Map<String, String> person = {

"name": "Alice",

"age": "30",

"occupation": "Software Engineer"

};

person.forEach((key, value) {

print("Key: $key, Value: $value");

});

此代碼將列印以下輸出：

Key: name, Value: Alice

Key: age, Value: 30

Key: occupation, Value: Software Engineer

forEach 方法可用於遍歷 Map 中的鍵值對並對每個對執行操作。

**5. 使用 map 方法轉換 Map 的值:**

Map<String, String> person = {

"name": "Alice",

"age": "30",

"occupation": "Software Engineer"

};

Map<String, String> upperCasePerson = person.map((key, value) => MapEntry(key, value.toUpperCase())).toMap();

此代碼將創建以下 Map：

{

"NAME": "ALICE",

"AGE": "30",

"OCCUPATION": "SOFTWARE ENGINEER"

}

map 方法可用於轉換 Map 中的值。它接受一個值轉換器函數作為參數，該函數將為每個鍵生成新的值。

**6. 使用 where 方法過濾 Map:**

Map<String, String> person = {

"name": "Alice",

"age": "30",

"occupation": "Software Engineer"

};

Map<String, String> filteredPerson = person.where((key, value) => key.length == 4);

此代碼將創建以下 Map：

{

"name": "Alice"

}

where 方法可用於過濾 Map 中的鍵值對。它接受一個謂詞函數作為參數，該函數將為每個對返回 true 或 false。只有鍵值對返回 true 的才會包含在結果 Map 中。

**7. 使用 reduce 方法將 Map 的值折疊為單個值:**

Map<String, int> salaries = {

"Alice": 50000,

"Bob": 60000,

"Charlie": 70000

};

int totalSalary = salaries.reduce((sum, value) => sum + value, 0);

此代碼將計算 salaries 映射中所有值的總和，結果為 180000。

reduce 方法可用於將 Map 中的值折疊為單個值。它接受一個累加器函數和初始值作為參數。累加器函數將為每個鍵值對和累加器值調用，累加器值將更新為函數的返回值。最終的累加器值將作為結果返回。

**8. 使用 any 方法檢查 Map 中是否存在滿足條件的元素:**

Map<String, String> person = {

"name": "Alice",

"age": "30",

"occupation": "Software Engineer"

};

bool hasAdult = person.any((key, value) => value == "30");

此代碼將檢查 person 映射中是否存在值為 "30" 的元素。hasAdult 變數將設置為 true。

any 方法可用於檢查 Map 中是否存在滿足條件的元素。它接受一個謂詞函數作為參數，該函數將為每個鍵值對返回 true 或 false。如果任何鍵值對返回 true，則方法將返回 true；否則，將返回 false。

**9. 使用 sortKeys 方法按鍵對 Map 進行排序:**

Map<String, String> person = {

"occupation": "Software Engineer",

"name": "Alice",

"age": "30"

};

Map<String, String> sortedPerson = Map.fromIterable(person.keys.toList()..sort(), value: (key) => person[key]);

此代碼將按鍵對 person 映射進行昇冪排序。sortedPerson 映射將包含按字母順序排列的鍵。

**10. 使用 removeWhere 方法刪除 Map 中滿足條件的元素:**

Map<String, String> person = {

"name": "Alice",

"age": "30",

"occupation": "Software Engineer"

};

person.removeWhere((key, value) => value == "30");

此代碼將從 person 映射中刪除所有值為 "30" 的元素。

removeWhere 方法可用於刪除 Map 中滿足條件的元素。它接受一個謂詞函數作為參數，該函數將為每個鍵值對返回 true 或 false。如果任何鍵值對返回 true，則該對將被刪除。

這些只是 Dart 中 Map 高級用法的一些示例。Map 提供了許多其他功能，可用於各種複雜任務

**自訂義資料型態**

在 Dart 中,有幾種方式可以自訂義資料型態:

1. **Class**
   * 使用 class 關鍵字定義一個類別
   * 可以包含屬性(properties)和方法(methods)
   * 支持繼承、介面實作和泛型等面向物件的功能

範例:

class Person {

String name;

int age;

Person(this.name, this.age);

void greeting() {

print('Hello, my name is $name and I am $age years old.');

}

}

1. **Enum**
   * 使用 enum 關鍵字定義一個枚舉型別
   * 可以定義一組有限的常數值
   * 適用於代表一組固定選項的場景

範例:

enum Color { red, green, blue }

1. **Typedef**
   * 使用 typedef 為現有的資料型態定義一個別名
   * 通常用於簡化較複雜的型別定義

範例:

typedef IntList = List<int>;

IntList numberList = [1, 2, 3];

1. **Extension**
   * 使用 extension 為現有的類別添加額外的功能和方法
   * 不會修改原始類別的定義

範例:

extension NumberParsing on String {

int? toIntOrNull() {

return int.tryParse(this);

}

}

1. **Mixin**
   * 使用 mixin 為類別添加可重用的功能
   * 通過繼承和組合的方式實現代碼重用

範例:

mixin CanFly {

void fly() {

print('I can fly!');

}

}

class Bird with CanFly {}

6.interface

* + 介面與類別類似，但僅定義類別必須實作的方法和屬性。它們不提供任何實作細節。要建立介面，請使用 interface 關鍵字，後接介面名稱和大括號 {} 來定義其成員：通過繼承和組合的方式實現代碼重用
  + 介面定義了兩個方法，area() 和 perimeter()，任何實作 Shape 介面的類別都必須提供。

範例:

interface Shape { double get area(); double get perimeter(); }

### 實作介面

要實作介面，類別使用 implements 關鍵字，後接介面名稱：

class Circle implements Shape {

double radius;

@override

double get area() => PI \* radius \* radius;

@override

double get perimeter() => 2 \* PI \* radius;

}

**使用介面**

您可以使用介面來定義不同類別可以實作的通用行為。例如，您可以建立一個 Shape 介面，定義 area() 和 perimeter() 方法，然後建立 Circle、Rectangle 和 Triangle 等類別來實作此介面。這讓您可以以一致的方式處理各種形狀，而無需擔心每個類別的具體實作細節。

interface Shape {

double get area();

double get perimeter();

}

class Circle implements Shape {

double radius;

@override

double get area() => PI \* radius \* radius;

@override

double get perimeter() => 2 \* PI \* radius;

}

class Rectangle implements Shape {

double width;

double height;

@override

double get area() => width \* height;

@override

double get perimeter() => 2 \* (width + height);

}

class Triangle implements Shape {

double base;

double height;

double sideA;

double sideB;

@override

double get area() => 0.5 \* base \* height;

@override

double get perimeter() => base + sideA + sideB;

}

void calculateAreaAndPerimeter(List<Shape> shapes) {

for (Shape shape in shapes) {

print("Area: ${shape.area}");

print("Perimeter: ${shape.perimeter}");

}

}

List<Shape> shapes = [

Circle(5.0),

Rectangle(10.0, 5.0),

Triangle(7.0, 5.0, 6.0, 8.0),

];

calculateAreaAndPerimeter(shapes);

此程式碼會建立 Circle、Rectangle 和 Triangle 類別，這些類別都實作 Shape 介面。然後，它會建立一個 shapes 清單，其中包含這些類別的實例。最後，它會呼叫 calculateAreaAndPerimeter() 函數，該函數會迭代清單並計算每個形狀的面積和周長。

自訂義資料型態和介面是 Dart 中強大的工具，可讓您以更結構化和可重用的方式組織程式碼。它們有助於提高程式碼的可讀性、可維護性和可測試性。

這些方式都可以用於自訂義資料型態,選擇哪種方式取決於您的具體需求和場景。通常建議優先考慮使用 class,因為它是面向物件編程的核心,可以充分利用 Dart 的面向物件特性。

## Dart 中 forEach 的高級用法

forEach 方法是 Dart 中一種常用的方法，用於遍歷清單或集合中的每個元素。除了基本的遍歷元素之外，forEach 還支援一些高級用法，可以讓您更靈活地操作和處理遍歷中的元素。

### 使用 forEach 過濾元素

您可以使用 where 方法來過濾 forEach 遍歷中的元素。where 方法會返回一個新的清單或集合，其中只包含符合條件的元素。

例如，我們可以創建一個 List，並使用 forEach 遍歷其中的偶數：

List<int> numbers = [1, 2, 3, 4, 5, 6];

numbers.forEach((number) {

if (number % 2 == 0) {

print(number); // 輸出 2, 4, 6

}

});

您也可以使用箭頭函數和三元運算子來簡化代碼：

numbers.forEach((number) => number % 2 == 0 ? print(number) : null);

### 使用 forEach 修改元素

您可以直接在 forEach 遍歷中修改元素。例如，我們可以將 numbers 列表中的所有偶數轉換為奇數：

numbers.forEach((number) {

if (number % 2 == 0) {

number += 1;

}

});

print(numbers); // 輸出 [1, 3, 5, 5, 7, 7]

### 使用 forEach 累加值

您可以使用 forEach 遍歷中的累加器來累加值。例如，我們可以計算 numbers 清單中所有元素的平方和：

int sum = 0;

numbers.forEach((number) {

sum += number \* number;

});

print(sum); // 輸出 122

### 使用 forEach 提前終止遍歷

您可以使用 break 關鍵字來提前終止 forEach 遍歷。例如，我們可以找到 numbers 列表中第一個偶數並立即終止遍歷：

for (int number in numbers) {

if (number % 2 == 0) {

print(number); // 輸出 2

break;

}

}

Dart 中的 forEach 是一種反覆運算器,它可以用於遍歷集合類型的元素,如 List、Set 和 Map。除了基本使用方式外,forEach 還提供了一些高級用法,可以讓您的代碼更加簡潔和強大。以下是一些 forEach 的高級用法示例:

1. **中斷遍歷**

有時我們需要在滿足某些條件時中斷遍歷,這可以通過引入一個控制變數來實現。

List<int> numbers = [1, 2, 3, 4, 5];

bool shouldBreak = false;

numbers.forEach((number) {

if (number == 3) {

shouldBreak = true;

return;

}

print(number);

});

在這個示例中,我們使用了一個布爾變數 shouldBreak 來控制是否中斷遍歷。當遇到數字 3 時,我們將 shouldBreak 設置為 true 並返回,有效地中斷了遍歷。

1. **異步遍歷**

在處理異步操作時,我們可以使用 forEach 來遍歷集合中的元素,並對每個元素執行異步操作。

List<String> urls = ['https://example.com', 'https://google.com', 'https://dart.dev'];

urls.forEach((url) async {

try {

var response = await http.get(Uri.parse(url));

print('${url}: ${response.statusCode}');

} catch (e) {

print('Error: $e');

}

});

在這個示例中,我們使用了 async 和 await 關鍵字來處理異步 HTTP 請求。forEach 反覆運算器會等待每個請求完成後再繼續下一個請求。

1. **映射和過濾**

forEach 可以與其他集合操作結合使用,如 map 和 where。

List<int> numbers = [1, 2, 3, 4, 5];

numbers.where((number) => number % 2 == 0).map((number) => number \* 2).forEach(print);

*// 輸出: 4, 8*

在這個示例中,我們首先使用 where 過濾出偶數,然後使用 map 將每個偶數乘以 2,最後使用 forEach 列印結果。

1. **使用索引**

在某些情況下,我們需要訪問集合元素的索引。forEach 提供了一種方便的方式來獲取索引。

List<String> words = ['apple', 'banana', 'cherry'];

words.asMap().forEach((index, word) {

print('$index: $word');

});

*// 輸出: 0: apple, 1: banana, 2: cherry*

在這個示例中,我們使用 asMap 將 List 轉換為 Map,然後使用 forEach 反覆運算 Map 的鍵值對,鍵就是元素的索引。

### 總結

forEach 方法是 Dart 中一種強大的工具，可用於遍歷清單或集合中的每個元素。通過高級用法，您可以過濾、修改、累加值和提前終止遍歷，從而更靈活地操作和處理遍歷中的元素。

**switch/case 的高級用法**

1. **使用空 case 捕獲所有其他情況**

在 switch 語句的最後,可以使用一個空的 case 來捕獲所有其他未明確定義的情況。這樣可以確保代碼涵蓋了所有可能的情況,避免了意外錯誤。

String getOperationName(int operation) {

switch (operation) {

case 1:

return 'Addition';

case 2:

return 'Subtraction';

case 3:

return 'Multiplication';

case 4:

return 'Division';

default:

return 'Unknown operation';

}

}

1. **在 case 子句中使用範圍**

Dart 允許在 case 子句中使用範圍,這對於處理一組連續的值非常有用。

String getGradeDescription(int score) {

switch (score) {

case 90:

case 91:

case 92:

case 93:

case 94:

case 95:

case 96:

case 97:

case 98:

case 99:

case 100:

return 'Excellent';

case 80 ... 89:

return 'Good';

case 70 ... 79:

return 'Average';

case 60 ... 69:

return 'Poor';

default:

return 'Fail';

}

}

1. **在 case 子句中使用 when 子句**

在 Dart 中,可以在 case 子句中使用 when 子句來添加額外的條件檢查。這使得 switch 語句更加強大和靈活。

void printDayPeriod(int hour) {

switch (hour) {

case 5:

case 6:

case 7:

case 8:

case 9:

case 10:

case 11:

print('Morning');

break;

case 12:

case 13:

case 14:

case 15:

case 16:

print('Afternoon');

break;

case 17:

case 18:

case 19:

case 20:

case 21:

case 22:

print('Evening');

break;

case 23:

case 24:

case 1:

case 2:

case 3:

case 4:

when (hour < 6) {

print('Night');

} else {

print('Late Night');

}

break;

default:

print('Invalid hour');

}

}

在這個例子中,我們使用了 when 子句來區分淩晨時間和深夜時間。

1. **使用 continue 語句繼續執行下一個 case**

在 Dart 中,您可以使用 continue 語句繼續執行下一個 case 子句,而不是中斷整個 switch 語句。這在某些情況下非常有用。

void printNumberProperties(int number) {

switch (number) {

case 0:

print('Zero');

continue case 2;

case 1:

print('Odd');

continue case 3;

case 2:

print('Even');

break;

case 3:

print('Odd');

break;

default:

print('Number is $number');

}

}

在這個例子中,如果輸入的數字是 0,它將列印 "Zero" 和 "Even"。如果輸入的數字是 1,它將列印 "Odd"。

### 5. 使用多個 case 條件

switch/case 語句可以同時使用多個 case 條件來匹配運算式的值。例如，以下代碼使用多個 case 條件來根據字母將學生分配到不同的班級：

String getStudentClass(String letterGrade) {

switch (letterGrade) {

case 'A':

return 'Excellent';

case 'B':

return 'Good';

case 'C':

return 'Average';

case 'D':

return 'Below Average';

case 'F':

return 'Failing';

default:

return 'Invalid grade';

}

}

### 6. 使用範圍匹配

switch/case 語句可以使用範圍匹配來匹配運算式的值。例如，以下代碼使用範圍匹配來根據分數將學生分配到不同的等級：

String getStudentGrade(int score) {

switch (score) {

case 90..100:

return 'A';

case 80..89:

return 'B';

case 70..79:

return 'C';

case 60..69:

return 'D';

default:

return 'F';

}

}

### 7. 使用 fallthrough

fallthrough 關鍵字可用於指示下一個 case 條件塊繼續執行。例如，以下代碼使用 fallthrough 來為多個 case 條件塊執行相同的代碼：

void printMessage(String message) {

switch (message) {

case 'Hello':

case 'Hi':

print('Greetings!');

fallthrough; // Continue to the next case

case 'Goodbye':

print('Farewell!');

}

}

### 8. 使用 yield 返回值

yield 關鍵字可用於在 switch/case 語句中返回多個值。例如，以下代碼使用 yield 來生成一個斐波那契數列：

Iterable<int> fibonacci() sync\* {

int a = 0, b = 1;

while (true) {

yield a;

int temp = a;

a = b;

b = temp + a;

}

}

### 9. 使用 switch 運算式

switch 運算式可用於將 switch/case 語句的結果存儲在變數中。例如，以下代碼使用 switch 運算式來獲取學生成績的字母等級：

String getStudentGradeLetter(int score) {

var letterGrade = '';

switch (score) {

case 90..100:

letterGrade = 'A';

break;

case 80..89:

letterGrade = 'B';

break;

// ... other cases

}

return letterGrade;

}

**Dart 3.0 中 switch/case 的高級用法**

新功能:

1. **支援模式匹配**

Dart 3.0 引入了模式匹配功能,它可以在 case 語句中使用。這使得 switch 語句更加靈活,可以匹配更複雜的模式。

void printObject(Object obj) {

switch (obj) {

case int i:

print('Integer: $i');

break;

case String s:

print('String: $s');

break;

case [int, int] pair:

print('Pair: ${pair[0]}, ${pair[1]}');

break;

default:

print('Unknown object: $obj');

}

}

在這個例子中,我們使用模式匹配來匹配不同類型的對象,包括整數、字串和整數對。這種方式比傳統的類型檢查更加簡潔和易讀。

以下代碼使用模式匹配來根據清單中的元素類型列印消息：

void printListMessage(List<dynamic> list) {

switch (list) {

case List<int>:

print('List of integers');

break;

case List<String>:

print('List of strings');

break;

default:

print('List of unknown type');

}

}

1. **支持 switch 表達式**

Dart 3.0 還引入了 switch 表達式,它可以將整個 switch 語句視為一個表達式,並返回相應的值。這使得編寫簡潔的單行代碼變得更加容易。

String getGradeDescription(int score) => switch (score) {

90 <= score && score <= 100 => 'Excellent',

80 <= score && score < 90 => 'Good',

70 <= score && score < 80 => 'Average',

60 <= score && score < 70 => 'Poor',

\_ => 'Fail', *// \_ 匹配所有其他情況*

};

在這個例子中,我們使用了 switch 表達式來返回相應的成績描述。case 語句使用範圍匹配,\_ 用於匹配所有其他情況。

1. **支持 case null**

在 Dart 3.0 中,你可以使用 case null 來匹配 null 值。這對於處理可空類型非常有用。

String? nullableString = null;

String result = switch (nullableString) {

'hello' => 'Hello, world!',

null => 'Null value',

\_ => 'Other value: $nullableString',

};

print(result); *// 輸出: Null value*

### 4. 解構模式

解構模式允許您將模式匹配的結果分解為多個變數。這對於從複雜的資料結構中提取值非常有用。

例如，以下代碼使用解構模式從點物件中提取座標：

class Point {

int x;

int y;

Point(this.x, this.y);

}

void printPointCoordinates(Point point) {

switch (point) {

case Point(x, y):

print('Coordinates: ($x, $y)');

break;

}

}

### 5. 嵌套模式

嵌套模式允許您在單個 switch/case 語句中嵌套多個模式匹配運算式。這對於處理複雜的資料結構或多級條件邏輯非常有用。

例如，以下代碼使用嵌套模式來根據清單中的元素類型和值列印消息：

void printListMessageWithValues(List<dynamic> list) {

switch (list) {

case List<int> value:

print('List of integers: $value');

break;

case List<String> value:

print('List of strings: $value');

break;

default:

print('List of unknown type');

}

}

### 6. 關聯類型

關聯類型允許您將模式匹配與類型別名相結合，以提高代碼的可讀性和可維護性。

例如，以下代碼使用關聯類型來定義模式匹配運算式，用於匹配 Point 物件：

typedef PointPattern = Pattern<Point>;

void printPointCoordinatesWithPattern(Point point) {

switch (point) {

case PointPattern(x, y):

print('Coordinates: ($x, $y)');

break;

}

}

### 7. 類型推斷

Dart 3.0 的 switch/case 語句支援類型推斷，這意味著編譯器可以自動推斷模式匹配運算式的類型。這使得代碼更加簡潔易讀。

例如，以下代碼使用類型推斷來匹配 Point 物件：

void printPointCoordinatesWithTypeInference(Point point) {

switch (point) {

case Pattern<Point>(x, y):

print('Coordinates: ($x, $y)');

break;

}

}

**for loop 的高級用法**

Dart 中的 for 循環除了基本的用法外,還有一些高級用法,可以讓你的代碼更加簡潔、可讀和高效。以下是一些常見的高級用法:

1. **For-in 循環**

Dart 提供了 for-in 循環,它可以方便地遍歷可反覆運算對象,如清單(List)、集合(Set)和映射(Map)。

List<int> numbers = [1, 2, 3, 4, 5];

for (int number in numbers) {

print(number);

}

Map<String, int> ages = {'Alice': 25, 'Bob': 32, 'Charlie': 28};

for (MapEntry<String, int> entry in ages.entries) {

print('${entry.key}: ${entry.value}');

}

1. **For 循環中的解構**

Dart 支援在 for 循環中對可反覆運算對象進行解構,這可以讓你更方便地訪問元素的屬性或值。

List<Map<String, dynamic>> persons = [

{'name': 'Alice', 'age': 25},

{'name': 'Bob', 'age': 32},

{'name': 'Charlie', 'age': 28},

];

for (var person in persons) {

print('Name: ${person['name']}, Age: ${person['age']}');

}

*// 使用解構*

for (var {'name': name, 'age': age} in persons) {

print('Name: $name, Age: $age');

}

1. **For 循環中的條件**

你可以在 for 循環中添加條件語句,只遍歷滿足特定條件的元素。

List<int> numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

*// 只遍歷偶數*

for (int number in numbers) {

if (number % 2 == 0) {

print(number);

}

}

*// 使用 where() 方法*

for (int number in numbers.where((n) => n % 2 == 0)) {

print(number);

}

1. **For 循環的索引訪問**

在某些情況下,你可能需要同時訪問元素及其索引。Dart 提供了一種簡潔的方式來實現這一點。

List<String> names = ['Alice', 'Bob', 'Charlie', 'David'];

*// 使用索引訪問*

for (int i = 0; i < names.length; i++) {

print('$i: ${names[i]}');

}

*// 使用 entries 方法*

for (var entry in names.asMap().entries) {

print('${entry.key}: ${entry.value}');

}

1. **For 循環的控制流**

在 for 循環中,你可以使用 break 和 continue 語句來控制循環的流程。

List<int> numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

for (int number in numbers) {

if (number == 5) {

break; *// 跳出循環*

}

print(number);

}

for (int number in numbers) {

if (number % 2 == 0) {

continue; *// 跳過當前反覆運算*

}

print(number);

}

**while loop 的高級用法**

常見的高級用法:

1. **中斷循環**

在某些情況下,你可能需要根據特定條件提前中斷 while 循環。Dart 提供了 break 語句來實現這一點。

int number = 0;

bool isContinue = true;

while (isContinue) {

number++;

if (number > 10) {

isContinue = false;

break;

}

print(number);

}

1. **跳過當前迭代**

有時你可能需要跳過當前迭代,直接進入下一次迭代。Dart 提供了 continue 語句來實現這一點。

int number = 0;

while (number < 10) {

number++;

if (number % 2 == 0) {

continue;

}

print(number);

}

1. **標記循環**

如果你有嵌套的 while 循環,可以使用標記來指定要中斷或跳過哪一層循環。

outerLoop:

while (true) {

print('Outer loop');

int i = 0;

while (true) {

print('Inner loop $i');

if (i == 2) {

break outerLoop; *// 跳出外層循環*

}

i++;

}

}

1. **無限循環**

在某些情況下,你可能需要一個無限循環,直到滿足特定條件時才中斷。while 循環適合這種用法。

int number = 0;

String input = '';

while (true) {

print('Enter a number (or "q" to quit):');

input = stdin.readLineSync()!;

if (input == 'q') {

break;

}

number += int.parse(input);

print('Current total: $number');

}

1. **實現計時器或動畫**

通過結合 while 循環和 Future.delayed() 方法,你可以實現一個簡單的計時器或動畫。

import 'dart:async';

void main() {

int remainingSeconds = 10;

Timer? timer;

void startTimer() {

timer = Timer.periodic(Duration(seconds: 1), (\_) {

if (remainingSeconds == 0) {

timer?.cancel();

print('Time is up!');

} else {

print('$remainingSeconds seconds remaining');

remainingSeconds--;

}

});

}

startTimer();

}

## Dart 中的枚舉類型（Enum 1）

在 Dart 中,enum(枚舉)用於定義一組有限的命名常量。枚舉為編碼提供了更好的可讀性和類型安全性。以下是如何表示和使用 enum 的方式:

1. **定義枚舉**

enum Color { red, green, blue }

在這個例子中,我們定義了一個名為 Color 的枚舉,它有三個值分別是 red、green 和 blue。

1. **獲取和比較枚舉值**

var color = Color.red;

print(color); *// 輸出: Color.red*

if (color == Color.red) {

print('The color is red');

}

switch (color) {

case Color.red:

print('Red');

break;

case Color.green:

print('Green');

break;

case Color.blue:

print('Blue');

break;

}

我們可以直接使用枚舉值,也可以在條件語句和 switch 語句中使用枚舉進行比較和判斷。

1. **獲取枚舉索引和值**

print(Color.values); *// 輸出: [Color.red, Color.green, Color.blue]*

print(Color.red.index); *// 輸出: 0*

print(Color.blue.index); *// 輸出: 2*

每個枚舉值都有一個從 0 開始的索引值。我們可以通過 values 屬性獲取所有枚舉值的列表,也可以通過 index 屬性獲取枚舉值的索引。

1. **給枚舉值賦值**

enum Size { small = 10, medium = 20, large = 30 }

print(Size.small.index); *// 輸出: 10*

print(Size.medium.index); *// 輸出: 20*

print(Size.large.index); *// 輸出: 30*

在定義枚舉時,我們可以給每個枚舉值賦予一個特定的值,而不僅僅是使用默認的索引值。

1. **使用枚舉作為switch語句的case值**

void printSize(Size size) {

switch (size) {

case Size.small:

print('Small');

break;

case Size.medium:

print('Medium');

break;

case Size.large:

print('Large');

break;

}

}

printSize(Size.medium); *// 輸出: Medium*

枚舉非常適合用於 switch 語句的 case 值,因為它們是固定的常量值,可以提高代碼的可讀性和可維護性。

enum 的高級用法

Dart 中的 enum 不僅可以用於定義一組有限的命名常量,它還提供了一些高級用法,可以讓您在代碼中更好地利用枚舉。以下是一些 enum 的高級用法:

1. **枚舉類別擴展**

您可以為枚舉類別添加方法、getter 和其他實例變量,從而擴展枚舉的功能。

enum ColorType {

red(0xFFFF0000),

green(0xFF00FF00),

blue(0xFF0000FF);

const ColorType(this.value);

final int value;

int get rgb => value;

}

void main() {

print(ColorType.red.rgb); *// 輸出: 16711680*

}

在這個示例中,我們為 ColorType 枚舉添加了一個整數值 value,並定義了一個 rgb getter 來獲取該值。這樣,我們就可以通過枚舉值直接訪問 RGB 值。

1. **使用 extension 為枚舉添加功能**

您可以使用 Dart 的 extension 功能為枚舉添加更多方法和屬性。

enum Status { pending, approved, rejected }

extension StatusExtension on Status {

String get description {

switch (this) {

case Status.pending:

return 'Waiting for approval';

case Status.approved:

return 'Approved';

case Status.rejected:

return 'Rejected';

}

}

}

void main() {

print(Status.pending.description); *// 輸出: Waiting for approval*

print(Status.approved.description); *// 輸出: Approved*

print(Status.rejected.description); *// 輸出: Rejected*

}

在這個示例中,我們使用了 extension 為 Status 枚舉添加了一個 description getter,它根據枚舉值返回相應的描述字串。這樣做可以讓我們的代碼更加清晰易讀。

1. **枚舉映射**

您可以使用枚舉作為映射(Map)的鍵或值,從而實現更靈活的數據結構。

enum DayOfWeek { monday, tuesday, wednesday, thursday, friday, saturday, sunday }

Map<DayOfWeek, String> dayNames = {

DayOfWeek.monday: 'Monday',

DayOfWeek.tuesday: 'Tuesday',

*// ... 其他日期*

};

void main() {

print(dayNames[DayOfWeek.monday]); *// 輸出: Monday*

}

在這個示例中,我們使用了一個 Map,將 DayOfWeek 枚舉作為鍵,將日期名稱作為值,從而實現了一種更加清晰和易於維護的數據結構。

## Dart 中的枚舉類型（Enum 2）

枚舉類型（Enum）是一種用於表示一組固定值的特殊類。枚舉的每個值稱為枚舉成員。枚舉成員通常用大寫字母表示，以提高可讀性。

### 創建枚舉

要創建枚舉，請使用 enum 關鍵字，然後指定枚舉名稱和枚舉成員列表。枚舉成員之間用逗號分隔。

enum Color {

red,

green,

blue,

purple,

}

此代碼創建名為 Color 的枚舉，其中包含四個枚舉成員：red、green、blue 和 purple。

### 訪問枚舉成員

可以使用點號語法訪問枚舉成員。例如，要訪問 Color 枚舉的 red 成員，可以使用以下代碼：

Color myColor = Color.red;

此代碼將 Color.red 枚舉成員的值分配給 myColor 變數。

### 枚舉成員的值

每個枚舉成員都有一個與之關聯的整數值。預設情況下，第一個枚舉成員的值為 0，後續成員的值遞增 1。但是，您可以顯式指定每個成員的值。

enum Status {

pending = 0,

active = 1,

completed = 2,

}

在此示例中，pending 成員的值為 0，active 成員的值為 1，completed 成員的值為 2。

### 使用枚舉進行switch操作

可以使用 switch 語句根據枚舉成員的值執行不同的代碼塊。

enum Color {

red,

green,

blue,

purple,

}

Color myColor = Color.blue;

switch (myColor) {

case Color.red:

print("The color is red");

break;

case Color.green:

print("The color is green");

break;

case Color.blue:

print("The color is blue");

break;

case Color.purple:

print("The color is purple");

break;

}

此代碼將列印 "The color is blue"，因為 myColor 變數的值是 Color.blue。

### 枚舉的優點

使用枚舉有以下優點：

* 提高代碼的可讀性和可維護性。
* 防止使用無效值。
* 可以更容易地使用switch語句。

### 枚舉的局限性

枚舉也有一些局限性：

* 枚舉成員的值是固定的，不能在運行時更改。
* 枚舉的成員數量有限。

總的來說，枚舉是一種有用的工具，可用於提高 Dart 代碼的可讀性、可維護性和安全性。

### 枚舉的附加功能

Dart 中的枚舉提供了一些額外的功能，例如：

* **關聯值：** 每個枚舉成員都可以關聯一個值。例如：

enum Shape {

circle(double radius),

rectangle(double width, double height),

square(double sideLength),

}

* **方法：** 枚舉可以定義自己的方法。例如：

enum Shape {

circle(double radius) {

@override

double get area => PI \* radius \* radius;

},

rectangle(double width, double height) {

@override

double get area => width \* height;

},

square(double sideLength) {

@override

double get area => sideLength \* sideLength;

},

}

## Dart 中枚舉的高級用法

枚舉（enum）是 Dart 中一種用於表示一組固定值的特殊類。除了基本用法之外，枚舉在 Dart 中還提供了一些高級功能，可用於更複雜的操作。以下是一些高級用法的示例：

**1. 使用 const 關鍵字創建枚舉：**

const enum Color {

red,

green,

blue,

purple,

}

使用 const 關鍵字可以讓枚舉成為常量枚舉。這意味著枚舉成員的值在運行時不可更改。

**2. 使用 values 屬性獲取枚舉的所有成員：**

enum Color {

red,

green,

blue,

purple,

}

List<Color> allColors = Color.values;

此代碼將 Color 枚舉的所有成員存儲在 allColors 清單中。

**3. 使用 index 屬性獲取枚舉成員的索引：**

enum Color {

red,

green,

blue,

purple,

}

int redIndex = Color.red.index; // redIndex 將為 0

此代碼將 Color.red 枚舉成員的索引存儲在 redIndex 變數中。索引從 0 開始，每個後續成員的索引遞增 1。

**4. 使用 map 方法轉換枚舉成員：**

enum Color {

red,

green,

blue,

purple,

}

Map<Color, String> colorNames = Color.values.map((color) => MapEntry(color, color.toString())).toMap();

此代碼將 Color 枚舉的所有成員轉換為鍵值對的映射，其中鍵是枚舉成員，值是枚舉成員的字串表示形式。

**5. 使用 switch 語句與 when 子句：**

enum Status {

pending,

active,

completed,

}

Status myStatus = Status.active;

switch (myStatus) {

case Status.pending when myStatus.index == 0:

print("The status is pending and it's the first one");

break;

case Status.active:

print("The status is active");

break;

case Status.completed:

print("The status is completed");

break;

}

此代碼將列印 "The status is active"，因為 myStatus 變數的值是 Status.active。when 子句允許您在 switch 語句中執行額外的檢查。

**6. 使用枚舉擴展類：**

enum Shape {

circle,

rectangle,

square,

}

extension ShapeExtension on Shape {

double get area {

switch (this) {

case Shape.circle:

return PI \* radius \* radius;

case Shape.rectangle:

return width \* height;

case Shape.square:

return sideLength \* sideLength;

}

}

}

此代碼將 area 方法添加到 Shape 枚舉中。該方法將計算每個形狀的面積。

**7. 使用枚舉作為泛型類型：**

enum SortOrder {

ascending,

descending,

}

class Sorter<T> {

void sort(List<T> items, SortOrder order) {

// ... sorting logic based on order

}

}

此代碼創建了一個名為 Sorter 的泛型類，該類可以對不同類型的列表進行排序。SortOrder 枚舉用於指定排序順序。

這些只是 Dart 中枚舉高級用法的一些示例。枚舉提供了許多其他功能，可用於各種複雜任務。

**函數 的高級用法**

方法定義、箭頭函數、函數相互調用、匿名、自執行方法及閉包

方法定義

dart自訂方法的基本格式：

返回類型 方法名稱（參數1，參數2,...）{

方法體

return 返回值 / 或無返回值;

}

定義方法的的幾個例子：

void printInfo(){

print('我是一個自訂方法');

}

int getNum(){

var count = 123;

return count;

}

String printUserInfo(){

return 'this is str';

}

List getList(){

return ['111','2222','333'];

}

**Dart**沒有public 、private等關鍵字，\_ 下橫向直接代表 private。

#### 方法的作用域

void main(){

void outFun(){

innerFun(){

print('aaa');

}

innerFun();

}

// innerFun(); 錯誤寫法

outFun(); //調用方法

}

#### 方法傳參

**一般定義：**

String getUserInfo(String username, int age) {

//形參

return "姓名:$username -> 年齡:$age";

}

print(printUserInfo('小明', 23)); //實參

**Dart中可以定義一個帶可選參數的方法 ，可選參數需要指定類型預設值：**

void main() {

String printUserInfo(String username, [int age = 0]) { //age格式表示可選

//形參

if (age != 0) {

return "姓名:$username -> 年齡:$age";

}

return "姓名:$username -> 年齡不詳";

}

print(printUserInfo('小明', 28)); //實參

//可選就可以不傳了

print(printUserInfo('李四'));

}

**定義一個帶默認參數的方法：**

String getUserInfo(String username,[String sex='男',int age=0]){ //形參

if(age!=0){

return "姓名:$username -> 性別:$sex -> 年齡:$age";

}

return "姓名:$username -> 性別:$sex -> 年齡不詳";

}

print(getUserInfo('張三'));

print(getUserInfo('李四','男'));

print(getUserInfo('李梅梅','女',25));

**定義一個具名引數的方法，定義具名引數需要指定類型預設值：**

具名引數的好處是在使用時可以不用按順序賦值，看下面代碼：

String getUserInfo(String username, {int age = 0, String sex = '男'}) {//形參

if (age != 0) {

return "姓名:$username -> 性別:$sex -> 年齡:$age";

}

return "姓名:$username -> 性別:$sex -> 年齡保密";

}

print(getUserInfo('張三',sex: '男',age: 20));

**定義一個把方法當做參數的方法：**

其實就是方法可以當做參數來用，這點和Kotlin也是一樣的：

//方法1 隨便列印一下

fun1() {

print('fun1');

}

//方法2 參數是一個方法

fun2(fun) {

fun();

}

//調用fun2這個方法 把fun1這個方法當做參數傳入

fun2(fun1());

箭頭函數、函數相互調用

箭頭函數

使用forEach來遍歷List,其一般格式如下：

List list = ['a', 'b', 'c'];

list.forEach((value) {

print(value);

});

而箭頭函數就是可以簡寫這種格式：

list.forEach((value) => print(value));

箭頭後面指向的就是方法的返回值，這裡要注意的是：

箭頭函數內只能寫一條語句，並且語句後面沒有分號(;)

對於之前map轉換的例子也可以使用箭頭方法來簡化一下：

List list = [1, 3, 6, 8, 9];

var newList = list.map((value) {

if (value > 3) {

return value \* 2;

}

return value;

});

這裡就是修改List裡面的資料，讓陣列中大於3的值乘以2。那用箭頭函數簡化後可以寫成：

var newList = list.map((value) => value > 3 ? value\*2 : value);

一句代碼完成，非常有意思。

#### 函數相互調用

// 定義一個方法來判斷一個數是否是偶數

bool isEvenNumber(int n) {

if (n % 2 == 0) {

return true;

}

return false;

}

// 定義一個方法列印1-n以內的所有偶數

prinEvenNumber(int n) {

for (var i = 1; i <= n; i++) {

if (isEvenNumber(i)) {

print(i);

}

}

}

prinEvenNumber(10);

匿名、自執行方法及方法遞迴

匿名var printNum = (){

print(12);

};

printNum();

這裡很明顯跟Kotlin中的特性基本是一樣的。帶參數的匿名方法：

var printNum = (int n) {

print(n + 2);

};

printNum(3);

自執行方法

自執行方法顧名思義就是不需要調用，會自動去執行的，這是因為自執行函數的定義和調用合為了一體。當我們創建了一個匿名函數，並執行了它，由於外部無法引用的它的內部變數，所以在執行完就會很快被釋放，而且這種做法不會污染到全域物件。看如下代碼：

((int n) {

print("這是一個自執行方法 + $n");

})(666);

}

#### 方法遞迴

方法的遞迴無非就是在條件滿足的條件下繼續在方法內調用自己本身，看以下代碼：

var sum = 0;

void fn(int n) {

sum += n;

if (n == 0) {

return;

}

fn(n - 1);

}

fn(100);

print(sum);

實現的是1加到100。

閉包

閉包是一個前端的概念，用戶端開發早期使用Java可以說是不支援閉包，或是不完整的閉包，但Kotlin是可以支援閉包的操作。

閉包的意思就是**函數嵌套函數, 內建函式會調用外部函數的變數或參數, 變數或參數不會被系統回收(不會釋放記憶體)**。所以閉包解決的兩個問題是：

* 變數常駐記憶體
* 變數不污染全域

閉包的一般寫法是：

* **函數嵌套函數，並return 裡面的函數，這樣就形成了閉包**。

閉包的寫法：

Function func() {

var a = 1; /\*不會污染全域 常駐記憶體\*/

return () {

a++;

print(a);

};

}

這裡return匿名方法後，a的值就可以常駐記憶體了：

var mFun = func();

mFun();

mFun();

mFun();

列印：2、3、4。

**函數 的高級用法**

常見的高級用法:

1. **匿名函數**

Dart 支持匿名函數,也稱為 lambda 表達式。這種函數沒有名稱,通常用作回調或作為其他函數的參數。

List<int> numbers = [5, 2, 4, 1, 3];

numbers.sort((a, b) => a - b);

print(numbers); // Output: [1, 2, 3, 4, 5]

var list = [1, 2, 3, 4, 5];

var doubledList = list.map((num) => num \* 2).toList();

print(doubledList); *// [2, 4, 6, 8, 10]*

1. **箭頭語法**

Dart 提供了一種簡潔的箭頭語法來定義簡單的函數。如果函數體只有一個表達式,可以省略 return 關鍵字和花括號。

List<int> numbers = [5, 2, 4, 1, 3];

numbers.sort((a, b) => a - b);

print(numbers); // Output: [1, 2, 3, 4, 5]

int add(int a, int b) => a + b;

print(add(2, 3)); *// 5*

1. **可選參數**

Dart 支援可選的位置參數、命名參數和默認參數值。這可以讓你的函數更加靈活和易用。

void greetPerson({String name = 'Guest', int age}) {

print('Hello, $name! You are ${age ?? 0} years old.');

}

您可以使用以下方式調用此函數：

greetPerson(name: 'Alice', age: 30); // 具名引數

greetPerson(name: 'Bob'); // 省略可選參數

void greet(String name, {String? greeting, int age = 30}) {

greeting ??= 'Hello';

print('$greeting, $name. You are $age years old.');

}

greet('Alice'); *// Hello, Alice. You are 30 years old.*

greet('Bob', greeting: 'Hi', age: 25); *// Hi, Bob. You are 25 years old.*

1. **函數作為參數**

在 Dart 中,函數是一等公民,可以像其他對象一樣被傳遞和操作。你可以將一個函數作為另一個函數的參數。

int applyOperation(int a, int b, int Function(int, int) operation) {

return operation(a, b);

}

int add(int a, int b) => a + b;

int subtract(int a, int b) => a - b;

print(applyOperation(2, 3, add)); *// 5*

print(applyOperation(5, 3, subtract)); *// 2*

1. **高階函數**

Dart 提供了許多內置的高階函數,如 map、where、reduce 等,可以方便地對集合進行操作。你也可以自己定義高階函數。

以下代碼定義了一個高階函數，用於對清單中的每個元素應用函數：

void applyFunction<T>(List<T> list, Function<T, T> f) {

for (T item in list) {

list[list.indexOf(item)] = f(item);

}

}

List<int> numbers = [1, 2, 3, 4, 5];

applyFunction(numbers, (x) => x \* 2);

print(numbers); // Output: [2, 4, 6, 8, 10]

List<int> applyOperation(int Function(int) operation, Iterable<int> numbers) {

return numbers.map(operation).toList();

}

int double(int x) => x \* 2;

int square(int x) => x \* x;

var numbers = [1, 2, 3, 4, 5];

print(applyOperation(double, numbers)); *// [2, 4, 6, 8, 10]*

print(applyOperation(square, numbers)); *// [1, 4, 9, 16, 25]*

1. **函數作用域:閉包(Closure)**

Dart 中的函數可以嵌套定義,內部函數可以訪問外部函數的變量和參數。這種特性稱為閉包(Closure)。

閉包是一種可以訪問其外部作用域中的變數的函數，即使該作用域已經完成執行。閉包通常用於創建具有記憶功能的函數。

例如，以下代碼使用閉包來創建計數器函數：

int counter() {

int count = 0;

return () {

count++;

return count;

};

}

var c = counter();

print(c()); // Output: 1

print(c()); // Output: 2

print(c()); // Output: 3

Function counter() {

int count = 0;

return () {

count++;

return count;

};

}

var increment = counter();

print(increment()); *// 1*

print(increment()); *// 2*

print(increment()); *// 3*

**7. 遞迴函數**

遞迴函數是一種在函數內部調用自身的功能。遞迴函數通常用於解決具有自相似結構的問題。

例如，以下代碼使用遞迴函數來計算斐波那契數列：

int fibonacci(int n) {

if (n == 0 || n == 1) {

return n;

} else {

return fibonacci(n - 1) + fibonacci(n - 2);

}

}

print(fibonacci(10)); // Output: 55

**可變參數函示(1)**

在 Dart 中,可以使用可變參數來定義一個函數,該函數可以接受不確定數量的參數。有以下幾種方式來表示可變參數:

1. **位置可變參數**

使用方括號 [] 來表示位置可變參數。這種參數可以接受任意數量的參數值,並將它們存儲為一個列表。

void printNumbers(String label, [List<int>? numbers]) {

print(label);

if (numbers != null) {

numbers.forEach(print);

}

}

printNumbers('Numbers: '); *// 輸出: Numbers:*

printNumbers('Numbers: ', [1, 2, 3]); *// 輸出: Numbers: 1 2 3*

1. **命名可變參數**

使用大括號 {} 來表示命名可變參數。這種參數可以接受任意數量的命名參數,並將它們存儲為一個映射(Map)。

void printInfo({String? name, int? age}) {

print('Name: $name');

print('Age: $age');

}

printInfo(name: 'John', age: 30); *// 輸出: Name: John Age: 30*

printInfo(age: 25); *// 輸出: Name: null Age: 25*

1. **同時使用位置和命名可變參數**

可以在同一個函數定義中同時使用位置和命名可變參數。但是位置可變參數必須在命名可變參數之前。

void printData(String label, [List<int>? numbers, {bool? isDescending}]) {

print(label);

if (numbers != null) {

if (isDescending == true) {

numbers.sort((a, b) => b.compareTo(a));

}

numbers.forEach(print);

}

}

printData('Numbers: ', [3, 1, 2]); *// 輸出: Numbers: 3 1 2*

printData('Numbers: ', [3, 1, 2], isDescending: true); *// 輸出: Numbers: 3 2 1*

在上述示例中，printData 函數接受一個標籤字符串、一個可選的整數列表和一個可選的命名參數 isDescending。如果提供了 isDescending 且為 true，則對列表進行降序排序。

使用可變參數可以增強函數的靈活性,允許根據不同的情況傳遞不同數量的參數。但是,在使用可變參數時,也要注意檢查傳入的參數是否為 null,以避免發生錯誤。

## Dart 中可變參數的高級用法

Dart 中的可變參數是一個非常強大的特性,它使函數可以接受任意數量的參數。除了基本的使用方式之外,可變參數還有一些高級用法,可以幫助您編寫更加靈活和強大的代碼。以下是一些可變參數的高級用法:

1. **使用可變參數進行函數柯裡化**

函數柯裡化是一種將多參數函數轉換為一系列單參數函數的技術。在 Dart 中,可以利用可變參數和匿名函數來實現函數柯裡化。

Function sum = (int a, [int b = 0, int c = 0]) => a + b + c;

var curriedSum = ([int a = 0, int b = 0, int c = 0]) {

return sum(a, b, c);

};

print(curriedSum(1, 2, 3)); *// 輸出: 6*

var add2 = curriedSum(2);

print(add2(3, 4)); *// 輸出: 9*

1. **使用可變參數實現函數重載**

在 Dart 中,可以使用可變參數來模擬函數重載的行為。

int add(int a, int b) => a + b;

int add(int a, [int b = 0, int c = 0, int d = 0]) {

return a + b + c + d;

}

print(add(1, 2)); *// 輸出: 3*

print(add(1, 2, 3, 4)); *// 輸出: 10*

1. **使用可變參數進行異常處理**

可變參數可以用於異常處理,例如將異常作為參數傳遞給一個自定義的異常處理函數。

void handleException(Function function, [List<Object>? args]) {

try {

if (args != null) {

function(\*args);

} else {

function();

}

} catch (e) {

print('Exception caught: $e');

}

}

void myFunction(int a, int b) {

if (a == 0 || b == 0) {

throw ArgumentError('Arguments cannot be zero');

}

print(a / b);

}

handleException(myFunction, [4, 2]); *// 輸出: 2.0*

handleException(myFunction, [4, 0]); *// 輸出: Exception caught: Invalid argument(s): Arguments cannot be zero*

1. **使用可變參數實現動態參數**

可變參數可以用於實現動態參數的功能,允許函數在運行時接受不確定數量和類型的參數。

dynamic callFunction(String name, [dynamic args]) {

switch (name) {

case 'sum':

if (args is List<int>) {

return args.reduce((a, b) => a + b);

}

break;

case 'multiply':

if (args is List<int>) {

return args.reduce((a, b) => a \* b);

}

break;

*// 其他函數...*

}

throw ArgumentError('Invalid function name or arguments');

}

print(callFunction('sum', [1, 2, 3, 4, 5])); *// 輸出: 15*

print(callFunction('multiply', [2, 3, 4])); *// 輸出: 24*

可變參數的高級用法可以幫助您編寫更加靈活、模組化和可擴展的代碼。

**可變參數函示(2)**

在 Dart 中，可變參數函數是指可以接收數量可變的參數的函數。可變參數函數使用三個點 ... 來表示。可變參數函數只能有一個，並且必須是參數列表中的最後一個參數。

**可變參數函數的語法**

可變參數函數的語法如下：

void functionName(parameter1, parameter2, ..., parameterN, [...restParameters]) {

// 函數體

}

其中：

* parameter1, parameter2 等是必需參數
* ...restParameters 是可變參數
* 函數體 是函數的程式碼

**可變參數函數的使用**

可變參數函數可以用於以下情況：

* 處理數量可變的輸入
* 創建可接受不同數量參數的通用函數

**可變參數函數的用法示例**

以下是一些可變參數函數的用法示例：

**處理數量可變的輸入**

void printNumbers(num number1, [num? number2, num? number3]) {

print(number1);

if (number2 != null) {

print(number2);

}

if (number3 != null) {

print(number3);

}

}

printNumbers(1); // Output: 1

printNumbers(1, 2); // Output: 1 2

printNumbers(1, 2, 3); // Output: 1 2 3

在這個示例中，函數 printNumbers 接受一個必需參數 number1 和兩個可變參數 number2 和 number3。函數 printNumbers 首先打印 number1，然後檢查 number2 和 number3 是否為空。如果非空，則打印它們。

**創建可接受不同數量參數的通用函數**

List<num> sumNumbers(List<num> numbers) {

return numbers.map((num number) => number).toList();

}

List<num> numbers1 = [1, 2, 3];

List<num> numbers2 = [4, 5, 6, 7];

List<num> sum1 = sumNumbers(numbers1);

List<num> sum2 = sumNumbers(numbers2);

print(sum1); // Output: [1, 2, 3]

print(sum2); // Output: [4, 5, 6, 7]

在這個示例中，函數 sumNumbers 接受一個列表參數 numbers。函數 sumNumbers 將 numbers 列表中的每個數字都映射到它自己，然後返回結果列表。函數 sumNumbers 可以用於對不同長度的數字列表進行求和。

**可變參數函數的優點**

可變參數函數具有以下優點：

* 可以使程式碼更靈活，因為它們可以處理數量可變的輸入。
* 可以使程式碼更簡潔，因為無需為每個可能的輸入數量創建單獨的函數。
* 可以提高程式碼的可重用性，因為可變參數函數可用於多種情況。

**可變參數函數的局限性**

可變參數函數也有一些局限性，例如：

* 可變參數函數可能會使程式碼更難閱讀，尤其是當可變參數函數很長或很複雜時。
* 可變參數函數可能不如具有固定數量參數的函數那麼高效。

**總體而言，可變參數函數是一種強大的工具，可用於使 Dart 程式碼更靈活、簡潔和可重用。但是，在使用可變參數函數時，也應該考慮其局限性。**

## Dart 中可變參數的高級用法

可變參數（Variadic Parameter）是 Dart 中的一種特殊參數，它允許函數接收數量不定的參數。這使得函數更加靈活，因為它可以適應不同的參數數量。

### 基本用法

在 Dart 中，可變參數可以使用三個點 ... 來表示。可變參數必須位於必選參數和可選參數之後。

例如，我們可以創建一個函數來計算任意數量數位的平方和：

double sumSquares(double a, ...double numbers) {

double sum = a \* a;

for (double number in numbers) {

sum += number \* number;

}

return sum;

}

double result = sumSquares(1, 2, 3, 4, 5);

print(result); // 輸出 55

在這個例子中，sumSquares() 函數接收一個必選參數 a 和任意數量的可變參數 numbers。函數將 a 和 numbers 中所有數字的平方相加，並返回結果。

### 使用可變參數的最佳實踐

可變參數可以使您的代碼更加靈活，但也要注意以下最佳實踐：

* **避免過度使用可變參數**：過度使用可變參數會使您的代碼難以閱讀和理解。如果您發現自己經常使用可變參數，請考慮使用更具描述性的函數或參數清單。
* **使用具名引數**：具名引數可以使您的代碼更易於閱讀，尤其是當您有多個可變參數時。例如，您可以使用以下函數來計算任意數量數位的平均值：

double average(double a, {required List<double> numbers}) {

double sum = a;

for (double number in numbers) {

sum += number;

}

return sum / (1 + numbers.length);

}

* **使用默認參數**：默認參數可以使您的代碼更具可讀性和易用性。例如，您可以使用以下函數來計算任意數量數位的平方和，並提供可選的預設值：

double sumSquares(double a, [double defaultValue = 0]) {

double sum = a \* a;

for (double number in numbers) {

sum += number \* number;

}

return sum;

}

**匿名函數(1)**

在 Dart 中,匿名函數是一種沒有名稱的函數,通常用作一次性使用或作為參數傳遞給其他函數。它們非常靈活,可以簡化代碼並提高可讀性。以下是一些示例說明匿名函數的用法:

1. **簡單匿名函數**

var greet = () {

print('Hello!');

};

greet(); *// 輸出: Hello!*

在這個例子中,我們定義了一個簡單的匿名函數並將其賦值給變量 greet。然後我們可以通過調用 greet() 來執行該匿名函數。

1. **帶參數的匿名函數**

var multiply = (int a, int b) {

return a \* b;

};

print(multiply(3, 4)); *// 輸出: 12*

這裡我們定義了一個接受兩個整數參數並返回它們乘積的匿名函數。

1. **簡潔語法**

如果匿名函數只有一個語句,可以使用簡潔語法:

var add = (int a, int b) => a + b;

print(add(2, 3)); *// 輸出: 5*

使用 => 語法可以更加簡潔地定義匿名函數。

1. **作為參數傳遞**

匿名函數通常作為參數傳遞給其他函數:

void calculate(int a, int b, Function operation) {

print(operation(a, b));

}

calculate(4, 5, (a, b) => a + b); *// 輸出: 9*

calculate(4, 5, (a, b) => a \* b); *// 輸出: 20*

在這個例子中,我們定義了一個 calculate 函數,它接受兩個整數和一個 Function 類型的參數。我們可以將匿名函數作為最後一個參數傳遞給 calculate,以執行不同的操作。

總的來說,匿名函數非常靈活,可以簡化代碼並提高可讀性。它們常用於作為高階函數的參數或作為一次性使用的函數。適當使用匿名函數可以使您的 Dart 代碼更加簡潔和富有表現力。

**匿名函數(2)**

在 Dart 中，匿名函數是一種沒有名稱的函數。它可以用於簡化程式碼並提高可讀性。匿名函數通常用於以下情況：

* 將簡單的函數分配給變數
* 作為參數傳遞給其他函數
* 作為回傳值

**匿名函數的語法**

匿名函數的語法如下：

(parameter1, parameter2, ...) => expression;

其中：

* parameter1, parameter2 等是函數的参数
* expression 是函數的函數體

**匿名函數的用法**

以下是一些匿名函數的用法示例：

**將匿名函數分配給變數**

var square = (num x) => x \* x;

print(square(5)); // Output: 25

在這個示例中，匿名函數 (num x) => x \* x 被分配給變數 square。然後，變數 square 就像一個普通函數一樣使用，用於計算數字的平方。

**將匿名函數作為參數傳遞給其他函數**

void forEach(List<num> numbers, void Function(num) action) {

for (num number in numbers) {

action(number);

}

}

List<num> numbers = [1, 2, 3, 4, 5];

forEach(numbers, (num number) => print(number \* 2));

在這個示例中，匿名函數 (num number) => print(number \* 2) 作為參數傳遞給函數 forEach。函數 forEach 遍歷數組 numbers，並將每個數字傳遞給匿名函數。匿名函數對每個數字進行平方並打印結果。

**將匿名函數作為回傳值**

num max(num a, num b) {

return a > b ? a : b;

}

num compare(num a, num b) {

return max(a, b) - min(a, b);

}

print(compare(10, 20)); // Output: 10

在這個示例中，匿名函數 (num a, num b) => max(a, b) - min(a, b) 作為函數 compare 的回傳值。函數 compare 計算兩個數字之間的差，使用匿名函數來計算兩個數字的最大值和最小值。

**匿名函數的優點**

匿名函數具有以下優點：

* 可以簡化程式碼，使程式碼更易於閱讀和理解。
* 可以提高程式碼的可重用性，因為匿名函數可以很容易地傳遞給其他函數或存儲在變數中。
* 可以增強程式碼的靈活性，因為匿名函數可以根據需要進行自定義。

**匿名函數的局限性**

匿名函數也有一些局限性，例如：

* 匿名函數通常比命名函數更難調試，因為它們沒有名稱。
* 匿名函數可能會使程式碼更難閱讀，尤其是當匿名函數很長或很複雜時。
* 匿名函數可能不如命名函數那麼高效，尤其是當匿名函數被頻繁調用時。

**總體而言，匿名函數是一種強大的工具，可用於簡化 Dart 程式碼並提高其可讀性。但是，在使用匿名函數時，也應該考慮其局限性。**

**回調函數 的高级用法**

回調函數是一種在完成特定任務或操作後通知其他部分程式碼的設計模式。它是一種將控制流程從一個部分程式碼轉移到另一部分程式碼的有效方法。在 Dart 中，回調函數通常用於非同步操作，例如加載數據或處理用戶輸入。

以下是 Dart 中回調函數的一些高級用法：

**1. 使用回調函數實現鏈式調用**

鏈式調用是一種將多個方法調用連接在一起的技術，使代碼更具可讀性和可維護性。在 Dart 中，可以使用回調函數來實現鏈式調用。例如，以下代碼演示了如何使用回調函數來創建一個鏈式調用，用於加載數據並更新 UI：

void loadData(Function callback) {

// 模擬加載數據

Future.delayed(Duration(seconds: 2), () {

String data = '{"name": "John Doe", "age": 30}';

callback(data);

});

}

void updateUI(String data) {

// 更新 UI 界面

print('更新 UI 界面：$data');

}

void main() {

loadData((data) => updateUI(data));

}

**2. 使用回調函數處理錯誤**

回調函數可用於處理錯誤和其他異常情況。例如，以下代碼演示了如何使用回調函數來處理加載數據時發生的錯誤：

void loadData(Function callback, Function onError) {

// 模擬加載數據

Future.delayed(Duration(seconds: 2), () {

if (Random().nextBool()) {

String data = '{"name": "John Doe", "age": 30}';

callback(data);

} else {

onError('加載數據失敗');

}

});

}

void updateUI(String data) {

// 更新 UI 界面

print('更新 UI 界面：$data');

}

void handleError(String error) {

// 處理錯誤

print('錯誤：$error');

}

void main() {

loadData(updateUI, handleError);

}

**3. 使用回調函數實現自定義事件**

回調函數可用於實現自定義事件。例如，以下代碼演示了如何使用回調函數來創建一個自定義事件，用於表示按鈕被按下：

class Button {

Function? onPress;

void press() {

if (onPress != null) {

onPress!();

}

}

}

void handleButtonPress() {

// 處理按鈕按下事件

print('按鈕被按下');

}

void main() {

Button button = Button();

button.onPress = handleButtonPress;

button.press();

}

**4. 使用回調函數實現插件系統**

回調函數可用於實現插件系統。例如，以下代碼演示了如何使用回調函數來創建一個插件系統，用於擴展應用程式的功能：

class Plugin {

Function? onInit;

Function? onRun;

void init() {

if (onInit != null) {

onInit!();

}

}

void run() {

if (onRun != null) {

onRun!();

}

}

}

class App {

List<Plugin> plugins = [];

void loadPlugins() {

// 載入插件

plugins.add(Plugin()..onInit = () => print('插件初始化'));

plugins.add(Plugin()..onRun = () => print('插件運行'));

}

void run() {

// 運行應用程式

for (Plugin plugin in plugins) {

plugin.init();

plugin.run();

}

}

}

void main() {

App app = App();

app.loadPlugins();

app.run();

}

常見的高級用法:

1. **使用匿名函數作為參數**
2. *// 定義 Surface 類別*
3. class Surface {
4. *// 定義回調函數 onTouch*
5. Function(double, double)? onTouch;
6. *// 定義 touch 方法*
7. void touch(double x, double y) {
8. if (onTouch != null) {
9. onTouch!(x, y);
10. }
11. }
12. }
13. *// main 函數*
14. void main() {
15. *// 創建 Surface 實例*
16. Surface surface = Surface();
17. *// 傳入匿名函數作為 onTouch 回調*
18. surface.onTouch = (double x, double y) {
19. print('x: $x, y: $y');
20. };
21. *// 調用 touch 方法*
22. surface.touch(202.3, 134.0);
23. }

將匿名函數作為參數傳遞給回調函數。這種方式可以使您的代碼更加簡潔,避免了定義單獨的函數。

1. **使用 Lambda 函數**

Dart 支持 Lambda 函數,這是一種簡化的匿名函數語法。Lambda 函數可以使回調函數更加簡潔,例如:

myFunction.doSomething((x, y) => print('$x, $y'));

1. **使用閉包**

閉包是一種特殊的匿名函數,它可以訪問其作用域之外的變數。這使得回調函數可以記住和修改外部變數的狀態,從而實現更複雜的功能。

void makeAdder(int addBy) {

final adder = (int value) => value + addBy;

return adder;

}

void main() {

final add5 = makeAdder(5);

final add10 = makeAdder(10);

print(add5(3)); *// 輸出: 8*

print(add10(3)); *// 輸出: 13*

}

1. **回調鏈**

在某些情況下,您可能需要在一個操作完成後執行另一個操作。這可以通過將一個回調函數作為參數傳遞給另一個回調函數來實現,稱為回調鏈。

void operation1(Function callback) {

print('Operation 1 completed');

callback();

}

void operation2(Function callback) {

print('Operation 2 completed');

callback();

}

void operation3() {

print('Operation 3 completed');

}

void main() {

operation1(() {

operation2(() {

operation3();

});

});

}

1. **使用 Future 和 async/await**

在處理異步操作時,回調函數可以與 Future 和 async/await 語法相結合,使代碼更加清晰易讀。

Future<String> fetchData() async {

*// 模擬一個異步操作*

await Future.delayed(Duration(seconds: 2));

return 'Data fetched';

}

void main() async {

final data = await fetchData();

print(data); *// 輸出: "Data fetched"*

}

這些只是 Dart 中回調函數的一些高級用法。通過巧妙地使用匿名函數、Lambda 函數、閉包、回調鏈和異步編程,您可以編寫出更加強大和靈活的代碼。

**Dart 中 Function 的高级用法**

Dart 中的 Function 是一等公民,這意味著函數可以作為參數傳遞給其他函數,也可以作為返回值返回。這種特性使得函數在 Dart 中具有了很多高級用法。以下是一些 Function 的高級用法:

1. **高階函數**

高階函數是指將一個函數作為參數傳遞給另一個函數,或者返回一個新的函數。這種編程風格可以提高代碼的抽象層次和可重用性。

Function applyOperation(Function operation, int a, int b) {

return operation(a, b);

}

int add(int a, int b) => a + b;

int subtract(int a, int b) => a - b;

print(applyOperation(add, 3, 2)); *// 輸出: 5*

print(applyOperation(subtract, 3, 2)); *// 輸出: 1*

在這個示例中,applyOperation 是一個高階函數,它接受一個函數作為參數,並對其進行調用。我們可以將不同的函數作為參數傳遞給 applyOperation。

1. **閉包**

閉包是指一個函數可以記住並訪問它被創建時所在的作用域。這個特性使得函數可以"攜帶"一些數據,從而實現更加靈活的功能。

Function makeCounter() {

int count = 0;

Function increment = () {

count++;

return count;

};

return increment;

}

var counter = makeCounter();

print(counter()); *// 輸出: 1*

print(counter()); *// 輸出: 2*

print(counter()); *// 輸出: 3*

在這個示例中,makeCounter 函數返回一個閉包 increment。每次調用 increment 時,它都記住了上一次調用時 count 的值,並對其進行遞增。

Function(int x) makeAdder(int addBy) {

return (int y) => print(addBy + y) ;

}

void main() {

final a = makeAdder(2);

a(5);

print(a(5));

1. **箭頭函數**

Dart 支持使用箭頭語法 (=>) 定義簡潔的單行函數,這有助於提高代碼的可讀性。

var square = (int n) => n \* n;

print(square(3)); *// 輸出: 9*

1. **匿名函數**

匿名函數是指沒有名字的函數,它們通常作為臨時函數使用,可以作為參數傳遞給其他函數或者作為回調函數。

List<int> numbers = [1, 2, 3, 4, 5];

numbers.forEach((n) => print(n \* n));

*// 輸出: 1, 4, 9, 16, 25*

在這個示例中,我們使用了一個匿名函數作為 forEach 的回調函數,對每個元素進行平方運算並打印結果。

1. **函數式編程**

Dart 支持函數式編程的概念和技術,如高階函數、閉包和不可變數據。這種編程風格可以提高代碼的可讀性、可測試性和可維護性。

var numbers = [1, 2, 3, 4, 5];

var doubledNumbers = numbers.map((n) => n \* 2).toList();

print(doubledNumbers); *// 輸出: [2, 4, 6, 8, 10]*

在這個示例中,我們使用了 map 高階函數和匿名函數來實現對列表中每個元素的映射操作,生成一個新的列表。

總之,Dart 中的 Function 提供了許多強大的高級用法,如高階函數、閉包、箭頭函數和匿名函數等。

**Dart 中的 filter 函數**

filter 函數是 Dart 中一個功能強大的函數，可用於根據指定條件從列表中選擇元素。它通常與 where 子句結合使用來定義複雜的篩選條件。以下是一些探索 Dart 中高級 filter 用法的技巧：

**1. 連接 filter 操作**

您可以連接多個 filter 操作來將多個篩選條件應用於列表。例如，考慮一個包含產品及其價格和類別的列表：

List<Product> products = [

Product('Laptop', 1200, 'Electronics'),

Product('Book', 20, 'Books'),

Product('Phone', 600, 'Electronics'),

Product('Shirt', 50, 'Clothing'),

];

要篩選價格低於 500 美元的產品並屬於“電子產品”類別，您可以連接 filter 操作：

List<Product> filteredProducts = products

.filter((product) => product.price < 500)

.filter((product) => product.category == 'Electronics');

print(filteredProducts); // 輸出： [Product(Laptop, 1200, Electronics)]

**2. 使用 where 子句進行複雜篩選**

where 子句提供了一種更具表現力的方式來定義篩選條件。它允許您使用邏輯運算符、比較運算符和函數調用來創建複雜的條件。例如，要篩選價格在 200 美元到 500 美元之間或屬於“電子產品”或“書籍”類別的產品，您可以使用 where 子句：

List<Product> filteredProducts = products.where((product) {

return product.price >= 200 && product.price <= 500 ||

product.category == 'Electronics' ||

product.category == 'Books';

});

print(filteredProducts); // 輸出： [Product(Laptop, 1200, Electronics), Product(Book, 20, Books), Product(Phone, 600, Electronics)]

**3. 使用 null 值進行篩選**

您可以在 filter 或 where 子句中使用 null 檢查來處理 null 值。例如，要篩選價格非 null 的產品，您可以使用：

List<Product> filteredProducts = products.where((product) => product.price != null);

print(filteredProducts); // 輸出： [Product(Laptop, 1200, Electronics), Product(Phone, 600, Electronics)]

**4. 使用自定義函數進行篩選**

您可以將自定義函數傳遞給 filter 或 where 來應用更複雜的篩選邏輯。例如，要篩選名稱以字母“P”開頭的產品，您可以定義自定義函數並使用它：

bool startsWithP(String name) => name.startsWith('P');

List<Product> filteredProducts = products.where((product) => startsWithP(product.name));

print(filteredProducts); // 輸出： [Product(Phone, 600, Electronics)]

**5. 使用 map 和 expand 進行篩選**

您可以將 filter 與 map 和 expand 結合使用來變換和篩選數據結構。例如，要篩選產品名稱並將其轉換為大寫，您可以使用：

List<String> filteredNames = products

.map((product) => product.name)

.filter((name) => name.length > 5) // 篩選長度大於 5 個字元的姓名

.map((name) => name.toUpperCase()) // 將姓名轉換為大寫

.toList();

print(filteredNames); // 輸出： [LAPTOP, PHONE]

這些高級技術展示了 Dart 中 filter 函數的多功能性，使您能夠執行複雜的數據篩選和操作任務。

**filter 高級用法**

使用 where 方法和匿名函數

where 方法可以接受一個匿名函數作為參數,該函數返回一個布林值,用於決定元素是否保留。這種寫法比使用 filter 更加簡潔:

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var evenNumbers = numbers.where((n) => n.isEven);

print(evenNumbers); // (2, 4, 6, 8, 10)

使用級聯運算符

Dart 支援級聯運算符 (..)，可以將多個操作串接在一起。這樣可以使代碼更加簡潔和易讀:

var people = [

{'name': 'Alice', 'age': 25},

{'name': 'Bob', 'age': 30},

{'name': 'Charlie', 'age': 35},

{'name': 'David', 'age': 40},

];

var youngPeople = people

.where((person) => person['age']! < 30)

.map((person) => person['name'])

.toList();

print(youngPeople); // ['Alice']

使用 takeWhile 和 skipWhile

takeWhile 和 skipWhile 方法可以根據條件來獲取或跳過集合中的元素,直到條件不再滿足為止。例如:

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var lessThanFive = numbers.takeWhile((n) => n < 5); // [1, 2, 3, 4]

var moreThanFive = numbers.skipWhile((n) => n < 5); // [5, 6, 7, 8, 9, 10]

使用 any 和 every

any 和 every 方法可以檢查集合中是否至少有一個元素滿足條件(any)或者所有元素都滿足條件(every)。這在做一些驗證或檢查時非常有用:

var numbers = [1, 3, 5, 7, 9];

var hasEven = numbers.any((n) => n.isEven); // false

var allOdd = numbers.every((n) => n.isOdd); // true

使用 fold 和 reduce

fold 和 reduce 方法可以對集合進行歸納操作,將集合中的所有元素組合成一個值。fold 允許指定初始值,而 reduce 則使用集合的第一個元素作為初始值:

var numbers = [1, 2, 3, 4, 5];

var sum = numbers.fold(0, (prev, n) => prev + n); // 15

var product = numbers.reduce((prev, n) => prev \* n); // 120

總的來說,Dart 的 filter 以及相關的集合操作方法非常強大和靈活,可以讓我們以更加簡潔和高效的方式對集合進行各種操作和轉換,是 Dart 編程中不可或缺的一部分。

**Dart 中的 reduce 函數**

Dart 中的 reduce 函數是一種強大的工具，可用於將迭代器的元素聚合或組合成一個值。它依次對迭代器的元素進行操作，應用提供的函數來累積結果。reduce 函數對於執行計算、總結數據或轉換集合特別有用。

**reduce 函數的語法和用法**

reduce 函數在 dart:core 庫中可用，可用於任何迭代器對象，例如列表、集合或流。其基本語法如下：

Iterable.reduce(initialValue, combine)

* initialValue: 這是可選參數，指定累加器的初始值。如果未提供，則迭代器的第一個元素將用作初始值。
* combine: 這是必需參數，代表要應用於迭代器中每個元素對的函數。該函數接受兩個參數：
  + accumulator: 累加器的當前值，初始化為 initialValue 或第一個元素（如果未提供 initialValue）。
  + currentElement: 正在從迭代器中處理的當前元素。

combine 函數應根據當前的 accumulator 和 currentElement 返回累加器的更新值。reduce 函數將繼續將 combine 函數應用於連續的元素對，直到處理整個迭代器，最後返回累加器的最終值。

**reduce 函數的示例用法**

考慮一個場景，您想計算列表中所有元素的總和：

List<int> numbers = [1, 2, 3, 4, 5];

int sum = numbers.reduce((accumulator, currentValue) => accumulator + currentValue);

print(sum); // 輸出：15

在此示例中，reduce 函數用於 numbers 列表，將初始值 0 傳遞給 combine 函數。combine 函數簡單地將 currentValue 添加到 accumulator 中，從而有效地累積所有元素的總和。累加器的最終值為 15，返回為結果。

**reduce 函數的高級應用**

reduce 函數可用於超越簡單計算的更複雜任務。它可以用於轉換集合、總結數據甚至實現自定義算法。以下是一些高級用法示例：

1. **計數元素的出現次數：**

要計數列表中每個元素的出現次數，您可以將 reduce 函數與映射一起使用：

List<String> words = ['hello', 'world', 'hello', 'again'];

Map<String, int> wordCounts = words.reduce((counts, word) {

counts[word] ??= 0;

counts[word]++;

return counts;

}, {});

print(wordCounts); // 輸出：{'hello': 2, 'world': 1, 'again': 1}

1. **創建自定義數據結構：**

您可以使用 reduce 函數從迭代器中構建自定義數據結構。例如，創建嵌套樹結構：

List<Map<String, dynamic>> data = [

{'name': 'Alice', 'age': 30},

{'name': 'Bob', 'age': 25},

{'name': 'Charlie', 'age': 40},

];

Map<String, List<Map<String, dynamic>>> groupedData = data.reduce((groups, user) {

groups[user['name']] ??= [];

groups[user['name']].add(user);

return groups;

}, {});

print(groupedData); // 輸出：{'Alice': [{'name': 'Alice', 'age': 30}], 'Bob': [{'name': 'Bob', 'age': 25}], 'Charlie': [{'name': 'Charlie', 'age': 40}]}

1. **實現自定義算法：**

reduce 函數可用於實現自定義算法，例如在迭代器中查找最大或最小值：

List<int> numbers = [10, 20, 3, 45, -5];

int maximum = numbers.reduce((max, current
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**reduce 高級用法**

使用初始值

reduce 方法預設使用集合的第一個元素作為初始值,但我們也可以指定一個自定義的初始值,這在某些情況下非常有用。例如:

var numbers = [2, 4, 6, 8];

var sum = numbers.reduce((value, element) => value + element, 1); // 輸出 21

在這個例子中,我們將初始值設為 1,然後對集合中的每個元素執行相加操作,最終得到的結果是 21。

組合多個操作

我們可以將 reduce 與其他集合操作相組合,實現更複雜的功能。例如,下面的代碼展示了如何計算一個字串列表中所有字串的總長度:

var strings = ['apple', 'banana', 'cherry'];

var totalLength = strings.map((str) => str.length).reduce((value, length) => value + length);

print(totalLength); // 輸出 15

處理嵌套集合

reduce 方法也可以用於處理嵌套集合,例如將一個二維列表展平為一個一維列表:

var matrix = [[1, 2, 3], [4, 5], [6, 7, 8, 9]];

var flattened = matrix.reduce((acc, row) => acc..addAll(row), []);

print(flattened); // 輸出 [1, 2, 3, 4, 5, 6, 7, 8, 9]

實現自定義邏輯

我們可以在 reduce 的回調函數中實現任何自定義的邏輯,使其更加靈活和強大。例如,下面的代碼展示了如何實現一個簡單的字符串模板替換功能:

var template = 'Hello, {name}! You are {age} years old.';

var values = {'name': 'Alice', 'age': 25};

var result = template.split(RegExp(r'\{(.\*?)\}')).reduce((acc, part) {

var key = part.contains('}') ? part.substring(0, part.indexOf('}')) : null;

var value = key != null ? values[key] : null;

return acc + (value ?? part);

}, '');

print(result); // 輸出 'Hello, Alice! You are 25 years old.'

**Dart 中的 fold 函數**

在 Dart 中，fold 方法是一個高階函數，它可以用於對集合中的元素進行累加操作。與 reduce 方法類似，fold 方法接受一個初始值和一個將前一個值與當前元素組合成新值的函數。不過，fold 方法需要顯式地提供初始值，而 reduce 方法則使用集合的第一個元素作為初始值。

使用 fold 方法的基本語法如下:

collection.fold(initialValue, (previousValue, element) => newValue)

其中：

collection 是要進行折疊操作的集合。

initialValue 是折疊操作的初始值。

(previousValue, element) => newValue 是一個函數，用於將前一個值與當前元素組合成一個新值。

下面是一個使用 fold 方法求和的示例：

var numbers = [1, 2, 3, 4, 5];

var sum = numbers.fold(0, (prev, current) => prev + current);

print(sum); // 輸出: 15

在這個例子中，我們使用 fold 將 numbers 列表中的所有元素相加。初始值為 0，並使用匿名函數 (prev, current) => prev + current 將前一個值 prev 與當前元素 current 相加，得到新的值。

fold 方法也可以用於更複雜的操作，例如將一個嵌套的列表展平為一個一維列表：

var nestedList = [[1, 2], [3, 4, 5], [6]];

var flattenedList = nestedList.fold<List<int>>(

[], (result, element) => [...result, ...element]);

print(flattenedList); // 輸出: [1, 2, 3, 4, 5, 6]

在這個例子中，我們首先將初始值設置為一個空列表 []。然後，使用展開運算符 ... 將前一個結果 result 和當前子列表 element 合併成一個新的列表。最終，我們得到了一個包含所有元素的展平後的列表 [1, 2, 3, 4, 5, 6]。

**fold 高級用法**

使用 foldRight 從右側開始折疊

foldRight 方法類似於 fold,但是它從右側開始對集合進行折疊。對於一些特殊情況,如處理運算優先級等,使用 foldRight 可能會更加方便。

var numbers = [1, 2, 3, 4, 5];

var result = numbers.foldRight(0, (element, value) => value \* 10 + element);

print(result); // 輸出: 54321

在這個例子中,我們從右側開始折疊,將每個數字與前一個值相乘後加上自己,實現了將數字顛倒的效果。

使用泛型類型參數

由於 fold 的返回值類型取決於初始值和組合函數的返回類型,因此我們可以通過指定泛型類型參數來限制返回類型,從而提高代碼的類型安全性。

var numbers = [1, 2, 3, 4, 5];

var sum = numbers.fold<int>(0, (prev, current) => prev + current);

print(sum); // 輸出: 15

在這個例子中,我們將 fold 的泛型類型參數設置為 int,確保了返回值的類型為 int。

實現自定義邏輯

fold 方法可以實現各種自定義的邏輯,甚至可以用於實現其他集合操作。例如,我們可以使用 fold 來實現 map 操作:

var numbers = [1, 2, 3, 4, 5];

var doubledNumbers = numbers.fold<List<int>>([], (result, element) => [...result, element \* 2]);

print(doubledNumbers); // 輸出: [2, 4, 6, 8, 10]

在這個例子中,我們使用 fold 將每個元素乘以 2,並將結果添加到一個新的列表中。初始值為空列表 [],組合函數則使用展開運算符 ... 將當前元素添加到結果列表中。

處理異常情況

通過合理設計初始值和組合函數,我們可以使用 fold 來處理異常情況,如空集合或含有 null 值的集合。

var numbers = [1, 2, null, 3, 4];

var sum = numbers.fold<int?>(0, (prev, current) => current == null ? prev : prev + current);

print(sum); // 輸出: 10

在這個例子中,我們使用了一個可空的整數類型 int? 作為泛型類型參數。如果當前元素為 null,則返回前一個值;否則返回兩個值的和。這樣可以避免由於 null 值而導致的 NullPointerException。

**Dart 中的 where 函數**

在 Dart 中，where 是集合的一個實例方法，它用於過濾集合中滿足指定條件的元素。where 方法接受一個函數作為參數，該函數應該返回一個布林值,用於判斷當前元素是否應該被保留。

where 方法的基本語法如下:

collection.where((element) => condition)

其中:

collection 是要進行過濾的集合。

(element) => condition 是一個函數,它接受當前元素作為參數,並返回一個布林值,用於判斷該元素是否應該被保留。

下面是一個使用 where 方法過濾偶數的示例:

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var evenNumbers = numbers.where((number) => number.isEven);

print(evenNumbers); // 輸出: (2, 4, 6, 8, 10)

在這個例子中，我們使用 where 方法過濾 numbers 列表中的偶數。(number) => number.isEven 是一個匿名函數,它檢查當前數字 number 是否為偶數,並返回一個布林值。where 方法會保留那些使函數返回 true 的元素。

where 方法還可以與其他集合操作相結合,以實現更複雜的過濾和轉換操作。例如,我們可以先使用 where 過濾出偶數,然後使用 map 將它們乘以 2:

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var doubledEvenNumbers = numbers.where((number) => number.isEven).map((number) => number \* 2);

print(doubledEvenNumbers); // 輸出: (4, 8, 12, 16, 20)

在這個例子中,我們先使用 where 過濾出偶數,然後使用 map 將這些偶數乘以 2。最終,我們得到了一個包含所有偶數的兩倍值的新集合。

where 方法還支持使用更複雜的條件表達式,例如使用邏輯運算符 && 和 || 組合多個條件。這樣可以實現更精細的過濾控制。

var people = [

{'name': 'Alice', 'age': 25, 'gender': 'female'},

{'name': 'Bob', 'age': 30, 'gender': 'male'},

{'name': 'Charlie', 'age': 35, 'gender': 'male'},

{'name': 'David', 'age': 40, 'gender': 'male'},

];

var youngFemales = people.where((person) => person['age']! < 30 && person['gender'] == 'female');

print(youngFemales); // 輸出: [{'name': 'Alice', 'age': 25, 'gender': 'female'}]

在這個例子中,我們使用 where 方法過濾出年齡小於 30 歲且性別為女性的人。

**where 高級用法**

在 Dart 中,where 方法除了基本的過濾功能外,還有一些高級用法值得探討。

與其他集合操作組合使用

where 可以與其他集合操作組合使用,實現更複雜的數據處理邏輯。例如,我們可以將 where 與 map 和 toList 等方法結合,對集合進行過濾和轉換:

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var squaresOfEvenNumbers = numbers

.where((n) => n.isEven)

.map((n) => n \* n)

.toList();

print(squaresOfEvenNumbers); // 輸出: [4, 16, 36, 64, 100]

在這個例子中,我們首先使用 where 過濾出偶數,然後使用 map 對這些偶數進行平方運算,最後使用 toList 將結果轉換為列表。

使用級聯運算符

Dart 支持級聯運算符 (..),可以將多個集合操作串接在一起,使代碼更加簡潔。我們可以將 where 與級聯運算符結合使用:

var people = [

{'name': 'Alice', 'age': 25, 'gender': 'female'},

{'name': 'Bob', 'age': 30, 'gender': 'male'},

{'name': 'Charlie', 'age': 35, 'gender': 'male'},

{'name': 'David', 'age': 40, 'gender': 'male'},

];

var youngFemaleNames = people

..where((person) => person['age']! < 30 && person['gender'] == 'female')

.map((person) => person['name'])

.toList();

print(youngFemaleNames); // 輸出: ['Alice']

在這個例子中,我們使用級聯運算符將 where、map 和 toList 串接在一起,過濾出年齡小於 30 歲且性別為女性的人,並獲取他們的名字列表。

使用高階函數

where 接受一個函數作為參數,因此我們可以傳遞一個高階函數來實現更複雜的過濾邏輯。例如,我們可以使用 any 和 every 等高階函數來檢查集合中的元素是否滿足某些條件:

var numbers = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

var hasEvenNumber = numbers.any((n) => n.isEven); // true

var allEvenNumbers = numbers.every((n) => n.isEven); // false

在這個例子中,我們使用 any 檢查集合中是否至少有一個偶數,使用 every 檢查集合中的所有數字是否都是偶數。

處理空集合和 null 值

在實際開發中,我們經常需要處理空集合和包含 null 值的集合。where 方法可以與 ?? 運算符和 isNotEmpty 方法結合使用,以便更優雅地處理這些情況:

var numbers = [1, 2, null, 4, 5, null];

var nonNullEvenNumbers = numbers

.where((n) => n != null && n.isEven)

.toList();

print(nonNullEvenNumbers); // 輸出: [2, 4]

var emptyList = [];

var result = emptyList.where((n) => n.isEven) ?? [];

print(result); // 輸出: []

在第一個例子中,我們使用 where 過濾出非 null 且為偶數的元素。在第二個例子中,我們使用 ?? 運算符來處理空集合,避免對空集合進行操作時引發異常。

**Dart 中的 sort 函數**

在 Dart 中，sort 是一個集合方法，用於對集合中的元素進行排序。它提供了多種排序方式供選擇。

最簡單的用法是直接調用 sort 方法，它會根據元素的自然排序規則對集合進行排序。對於數字和字串類型的集合,sort 方法會依照它們的大小順序進行排序。例如:

var numbers = [3, 1, 4, 1, 5, 9, 2, 6, 5];

numbers.sort(); // 對數字列表進行排序

print(numbers); // 輸出: [1, 1, 2, 3, 4, 5, 5, 6, 9]

var names = ['Alice', 'Bob', 'Charlie', 'David'];

names.sort(); // 對字串清單進行排序

print(names); // 輸出: ['Alice', 'Bob', 'Charlie', 'David']

但是,如果集合中的元素是自定義對像或者更複雜的數據類型,那麼我們需要提供一個比較函數來定義排序規則。比較函數必須返回一個整數值,表示兩個元素的相對大小。

var people = [

{'name': 'Alice', 'age': 25},

{'name': 'Bob', 'age': 30},

{'name': 'Charlie', 'age': 35},

{'name': 'David', 'age': 40},

];

// 按照年齡昇冪排序

people.sort((a, b) => a['age']!.compareTo(b['age']!));

print(people); // 輸出: [{'name': 'Alice', 'age': 25}, {'name': 'Bob', 'age': 30}, {'name': 'Charlie', 'age': 35}, {'name': 'David', 'age': 40}]

// 按照年齡降冪排序

people.sort((a, b) => b['age']!.compareTo(a['age']!));

print(people); // 輸出: [{'name': 'David', 'age': 40}, {'name': 'Charlie', 'age': 35}, {'name': 'Bob', 'age': 30}, {'name': 'Alice', 'age': 25}]

在這個例子中,我們首先定義了一個包含人員資訊的清單 people。然後,我們使用 sort 方法並提供一個比較函數來定義排序規則。比較函數 (a, b) => a['age']!.compareTo(b['age']!) 會比較兩個人員對象的年齡,並根據比較結果返回一個整數值。如果返回值為負數,則表示 a 應該排在 b 之前;如果返回值為正數,則表示 b 應該排在 a 之前;如果返回值為 0,則表示 a 和 b 的順序不變。

除了上述用法,sort 方法還支持一些可選參數,例如 start 和 end 參數,用於指定需要排序的元素範圍。另外,還有一個 sortBy 方法,可以讓我們根據集合中元素的某個屬性進行排序。

var people = [

{'name': 'Alice', 'age': 25},

{'name': 'Bob', 'age': 30},

{'name': 'Charlie', 'age': 35},

{'name': 'David', 'age': 40},

];

// 按照名字長度昇冪排序

people.sortBy((person) => person['name']!.length);

print(people); // 輸出: [{'name': 'Bob', 'age': 30}, {'name': 'Alice', 'age': 25}, {'name': 'David', 'age': 40}, {'name': 'Charlie', 'age': 35}]

在這個例子中,我們使用 sortBy 方法根據人員名字的長度對列表進行排序。(person) => person['name']!.length 是一個函數,它返回人員名字的長度,並被用作排序依據。

**sort 高級用法**

使用 Comparable 介面

如果集合中的元素實現了 Comparable 介面,那麼我們就可以直接使用 sort 方法進行排序,而不需要提供比較函數。Comparable 介面定義了 compareTo 方法,用於比較兩個對像的大小。

class Person implements Comparable<Person> {

final String name;

final int age;

Person(this.name, this.age);

@override

int compareTo(Person other) {

return age.compareTo(other.age);

}

}

var people = [

Person('Alice', 25),

Person('Bob', 30),

Person('Charlie', 35),

Person('David', 40),

];

people.sort(); // 直接使用 sort 方法進行排序

print(people); // 輸出: [Person('Alice', 25), Person('Bob', 30), Person('Charlie', 35), Person('David', 40)]

在這個例子中,我們定義了一個 Person 類,它實現了 Comparable 介面。在 compareTo 方法中,我們比較了兩個 Person 對象的年齡。由於 Person 類已經實現了比較邏輯,因此我們可以直接在 people 列表上調用 sort 方法,而不需要再提供額外的比較函數。

使用 Comparator 類

如果我們需要使用多種不同的排序規則,那麼可以考慮使用 Comparator 類。Comparator 類提供了一種靈活的方式來定義比較邏輯,並且可以被重用。

import 'dart:math' as math;

class Person {

final String name;

final int age;

Person(this.name, this.age);

}

var people = [

Person('Alice', 25),

Person('Bob', 30),

Person('Charlie', 35),

Person('David', 40),

];

// 按年齡昇冪排序

people.sort(Comparator<Person>((p1, p2) => p1.age.compareTo(p2.age)));

print(people); // 輸出: [Person('Alice', 25), Person('Bob', 30), Person('Charlie', 35), Person('David', 40)]

// 按姓名長度降冪排序

people.sort(Comparator<Person>((p1, p2) => -p1.name.length.compareTo(p2.name.length)));

print(people); // 輸出: [Person('Charlie', 35), Person('David', 40), Person('Alice', 25), Person('Bob', 30)]

// 按照年齡和姓名的長度進行複合排序

people.sort(Comparator<Person>((p1, p2) {

var ageComparison = p1.age.compareTo(p2.age);

if (ageComparison != 0) return ageComparison;

return p1.name.length.compareTo(p2.name.length);

}));

print(people); // 輸出: [Person('Alice', 25), Person('Bob', 30), Person('Charlie', 35), Person('David', 40)]

在這個例子中,我們首先定義了一個 Person 類,包含名字和年齡屬性。然後,我們創建了一個 people 列表,包含了多個 Person 對象。

接下來,我們使用了 Comparator 類來定義不同的排序規則。首先,我們按照年齡昇冪對 people 列表進行排序。然後,我們按照姓名長度降冪對列表進行排序。最後,我們定義了一個複合排序規則,首先按照年齡昇冪排序,如果年齡相同,則按照姓名長度昇冪排序。

使用 Comparator 類的好處是,我們可以將比較邏輯封裝在一個單獨的對象中,並且可以輕鬆地重用或修改這些比較邏輯。這樣可以使我們的代碼更加靈活和易於維護。

使用 sortedBy 和 sortedByDescending 方法

除了 sort 方法,Dart 還提供了 sortedBy 和 sortedByDescending 方法,它們可以根據指定的鍵函數對集合進行排序,並返回一個新的排序後的集合,而不會修改原始集合。

var numbers = [3, 1, 4, 1, 5, 9, 2, 6, 5];

// 昇冪排序

var sortedNumbers = numbers.sortedBy((num) => num);

print(sortedNumbers); // 輸出: [1, 1, 2, 3, 4, 5, 5, 6, 9]

// 降冪排序

var reversedNumbers = numbers.sortedByDescending((num) => num);

print(reversedNumbers); // 輸出: [9, 6, 5, 5, 4, 3, 2, 1, 1]

在這個例子中,我們首先定義了一個數字列表 numbers。然後,我們使用 sortedBy 方法根據數字的大小對列表進行昇冪排序,並返回一個新的排序後的列表 sortedNumbers。接著,我們使用 sortedByDescending 方法根據數字的大小對列表進行降冪排序,並返回一個新的排序後的列表 reversedNumbers。

使用 sortedBy 和 sortedByDescending 方法的好處是,它們不會修改原始集合,而是返回一個新的排序後的集合。這在某些情況下可能更加方便和安全。

其他用於排序的內建函數或方法

除了已經討論過的 sort、sortedBy 和 sortedByDescending 方法之外,Dart 還提供了一些其他內建的函數和方法,可以用於排序操作。

List.sort、List.sorted 和 List.sortedByComparing

這些方法是 List 類中的靜態方法,可以直接調用並傳入相應的參數。

List.sort(list, [compare]) 方法會就地修改原始列表,根據提供的比較器對元素進行排序。

List.sorted(list, [compare]) 方法不會修改原始列表,而是返回一個新的排序後的列表。

List.sortedByComparing(list, {valueComparison, valueDescendingComparison}) 方法類似於 List.sorted方法,但允許使用更複雜的比較規則進行排序。

var numbers = [3, 1, 4, 1, 5, 9, 2, 6, 5];

// 使用 List.sort 方法對原始列表進行就地排序

List.sort(numbers);

print(numbers); // 輸出: [1, 1, 2, 3, 4, 5, 5, 6, 9]

// 使用 List.sorted 方法獲取一個新的排序後的列表

var sortedNumbers = List.sorted(numbers);

print(sortedNumbers); // 輸出: [1, 1, 2, 3, 4, 5, 5, 6, 9]

// 使用 List.sortedByComparing 方法進行更複雜的排序

var people = [

{'name': 'Alice', 'age': 25},

{'name': 'Bob', 'age': 30},

{'name': 'Charlie', 'age': 35},

{'name': 'David', 'age': 40},

];

var sortedPeople = List.sortedByComparing(

people,

valueComparison: (person1, person2) => person1['age']!.compareTo(person2['age']!),

valueDescendingComparison: (person1, person2) => person2['age']!.compareTo(person1['age']!),

);

print(sortedPeople); // 輸出: [{'name': 'Alice', 'age': 25}, {'name': 'Bob', 'age': 30}, {'name': 'Charlie', 'age': 35}, {'name': 'David', 'age': 40}]

fold 和 reduce 方法

雖然 fold 和 reduce 方法主要用於對集合進行歸約操作,但它們也可以用於實現特定的排序演算法,例如合併排序和計數排序。

// 使用 fold 方法實現合併排序

List<int> mergeSort(List<int> list) {

if (list.length <= 1) return list;

var middle = list.length ~/ 2;

var left = mergeSort(list.sublist(0, middle));

var right = mergeSort(list.sublist(middle));

return left.fold<List<int>>(

right,

(result, element) {

if (result.isEmpty) return [element];

if (element < result.first) {

return [element, ...result];

} else {

return [result.first, ...result.skip(1).fold([], (r, e) => [...r, e])];

}

},

);

}

var numbers = [3, 1, 4, 1, 5, 9, 2, 6, 5];

var sortedNumbers = mergeSort(numbers);

print(sortedNumbers); // 輸出: [1, 1, 2, 3, 4, 5, 5, 6, 9]

在這個例子中,我們使用 fold 方法實現了一個合併排序演算法。該演算法首先將清單一分為二,然後對左右兩半分別進行排序,最後將排序後的左右兩半合併為一個新的排序列表。

Iterable 和 Iterator

Iterable 和 Iterator 類提供了遍歷集合的功能,我們可以利用這些功能實現特定的排序演算法。

// 使用 Iterable 和 Iterator 實現選擇排序

List<T> selectionSort<T extends Comparable<T>>(Iterable<T> iterable) {

final iterator = iterable.iterator;

final sortedList = <T>[];

while (iterator.moveNext()) {

T minValue = iterator.current;

final minIterator = iterator;

while (iterator.moveNext()) {

if (iterator.current.compareTo(minValue) < 0) {

minValue = iterator.current;

}

}

sortedList.add(minValue);

minIterator.current = iterator.current;

}

return sortedList;

}

var numbers = [3, 1, 4, 1, 5, 9, 2, 6, 5];

var sortedNumbers = selectionSort(numbers);

print(sortedNumbers); // 輸出: [1, 1, 2, 3, 4, 5, 5, 6, 9]

在這個例子中,我們使用 Iterable 和 Iterator 實現了一個選擇排序演算法。演算法遍歷元素,每次找到最小的元素並將其添加到排序後的列表中。

其他排序演算法在Dart中實現

Dart 作為一種現代化的編程語言,可以實現各種經典和先進的排序演算法。以下是一些常見的排序演算法及其在 Dart 中的實現示例:

**冒泡排序 (Bubble Sort)**

List<int> bubbleSort(List<int> list) {

for (int i = 0; i < list.length - 1; i++) {

bool swapped = false;

for (int j = 0; j < list.length - i - 1; j++) {

if (list[j] > list[j + 1]) {

int temp = list[j];

list[j] = list[j + 1];

list[j + 1] = temp;

swapped = true;

}

}

if (!swapped) break;

}

return list;

}

**插入排序 (Insertion Sort)**

List<int> insertionSort(List<int> list) {

for (int i = 1; i < list.length; i++) {

int key = list[i];

int j = i - 1;

while (j >= 0 && list[j] > key) {

list[j + 1] = list[j];

j--;

}

list[j + 1] = key;

}

return list;

}

**選擇排序 (Selection Sort)**

List<int> selectionSort(List<int> list) {

for (int i = 0; i < list.length - 1; i++) {

int minIndex = i;

for (int j = i + 1; j < list.length; j++) {

if (list[j] < list[minIndex]) {

minIndex = j;

}

}

if (minIndex != i) {

int temp = list[i];

list[i] = list[minIndex];

list[minIndex] = temp;

}

}

return list;

}

**快速排序 (Quick Sort)**

List<int> quickSort(List<int> list) {

if (list.length <= 1) return list;

int pivotIndex = list.length ~/ 2;

int pivot = list[pivotIndex];

list.removeAt(pivotIndex);

List<int> left = list.where((num) => num < pivot).toList();

List<int> right = list.where((num) => num >= pivot).toList();

return [...quickSort(left), pivot, ...quickSort(right)];

}

**合併排序 (Merge Sort)**

List<int> mergeSort(List<int> list) {

if (list.length <= 1) return list;

int middle = list.length ~/ 2;

List<int> left = mergeSort(list.sublist(0, middle));

List<int> right = mergeSort(list.sublist(middle));

return merge(left, right);

}

List<int> merge(List<int> left, List<int> right) {

List<int> result = [];

int leftIndex = 0, rightIndex = 0;

while (leftIndex < left.length && rightIndex < right.length) {

if (left[leftIndex] < right[rightIndex]) {

result.add(left[leftIndex]);

leftIndex++;

} else {

result.add(right[rightIndex]);

rightIndex++;

}

}

result.addAll(left.skip(leftIndex));

result.addAll(right.skip(rightIndex));

return result;

}

**計數排序 (Counting Sort)**

List<int> countingSort(List<int> list) {

int max = list.reduce(math.max);

List<int> counts = List.filled(max + 1, 0);

for (int num in list) {

counts[num]++;

}

List<int> result = [];

for (int i = 0; i < counts.length; i++) {

result.addAll(List.filled(counts[i], i));

}

return result;

}

**基數排序 (Radix Sort)**

List<int> radixSort(List<int> list) {

int max = list.reduce(math.max);

int digits = max.toString().length;

for (int digit = 0; digit < digits; digit++) {

list = countingSort(

list,

(num) => (num ~/ math.pow(10, digit)) % 10,

);

}

return list;

}

List<int> countingSort(List<int> list, int Function(int) digitExtractor) {

List<int> counts = List.filled(10, 0);

List<int> result = List.filled(list.length, 0);

for (int num in list) {

counts[digitExtractor(num)]++;

}

for (int i = 1; i < 10; i++) {

counts[i] += counts[i - 1];

}

for (int i = list.length - 1; i >= 0; i--) {

int digit = digitExtractor(list[i]);

counts[digit]--;

result[counts[digit]] = list[i];

}

return result;

}

這些只是一些常見的排序演算法示例,還有許多其他的排序演算法可以在 Dart 中實現,例如堆排序、桶排序、Shell 排序等。不同的排序演算法具有不同的時間和空間複雜度,適用於不同的場景。根據具體的需求和數據特點選擇合適的排序演算法非常重要。

**高效的排序演算法**

是的,除了上面提到的一些經典排序演算法之外,Dart 也可以實現一些更高效的先進排序演算法。以下是一些值得關注的高效排序演算法:

TimSort

TimSort 是一種自適應的混合排序演算法,它結合了合併排序和插入排序的優勢。TimSort 在大多數情況下的表現都很出色,它已經被廣泛應用於 Python、Java、Android 和 GNU 等編程語言和系統中。以下是 TimSort 在 Dart 中的實現:

List<int> timSort(List<int> list) {

const minMerge = 32;

const maxMerge = 64;

int minGallop = minMerge;

Range startTimSort(int lo, int hi) {

rangeCheck(list, lo, hi);

int nRemaining = hi - lo;

if (nRemaining < 2) return new Range(lo, hi);

// 如果陣列已經幾乎排好序,使用插入排序

if (nRemaining < minMerge) {

int initRunLen = countRunAndMakeAscending(lo, hi);

binarySort(lo, hi, lo + initRunLen);

return new Range(lo + initRunLen, hi);

}

// 使用時間線排序

int minRun = minRunLength(nRemaining);

for (int i = lo; i < hi; i += minRun) {

int runHi = minRunLength(nRemaining) + i;

if (runHi > hi) runHi = hi;

// 使用插入排序對小數組進行排序

int lastRun = countRunAndMakeAscending(i, runHi);

if (lastRun < runHi - i) {

binarySort(i, runHi, lastRun);

reverseRange(i, runHi);

}

}

// 現在讓我們合併所有的排序子數組

mergeCollapse(lo, hi, minMerge);

return new Range(lo, hi);

}

startTimSort(0, list.length);

return list;

}

Introsort

Introsort 是一種混合排序演算法,它結合了快速排序和堆排序的優勢。在最壞情況下,Introsort 會退化為堆排序,從而避免了快速排序在處理已經排序或反向排序的數據時的性能下降。Introsort 已被應用於 C++ 標準庫中。以下是 Introsort 在 Dart 中的實現:

List<int> introSort(List<int> list, [int maxDepth = floor(2 \* log(list.length))]) {

\_introSort(list, 0, list.length, maxDepth);

return list;

}

void \_introSort(List<int> list, int start, int end, int maxDepth) {

if (end - start <= 1) return;

if (maxDepth == 0) {

heapSort(list, start, end);

return;

}

int pivot = \_partition(list, start, end);

\_introSort(list, start, pivot, maxDepth - 1);

\_introSort(list, pivot + 1, end, maxDepth - 1);

}

int \_partition(List<int> list, int start, int end) {

int pivot = start + Random().nextInt(end - start);

int pivotValue = list[pivot];

swap(list, pivot, end - 1);

int storeIndex = start;

for (int i = start; i < end - 1; i++) {

if (list[i] < pivotValue) {

swap(list, storeIndex, i);

storeIndex++;

}

}

swap(list, storeIndex, end - 1);

return storeIndex;

}

void swap(List<int> list, int a, int b) {

int temp = list[a];

list[a] = list[b];

list[b] = temp;

}

Smooth Sort

Smooth Sort 是一種基於二叉樹的排序演算法,它具有非常好的最壞情況時間複雜度和內存使用情況。Smooth Sort 在處理大型數據集時表現非常出色。以下是 Smooth Sort 在 Dart 中的實現:

List<int> smoothSort(List<int> list) {

int n = list.length;

// 創建一個 n 個節點的二叉樹

List<Node> nodes = List.generate(n, (i) => Node(list[i], i));

// 構建初始二叉樹

Node root = buildTree(nodes);

// 遍歷二叉樹,收集排序元素

int index = 0;

root.traverseInOrder((node) {

list[index++] = node.value;

});

return list;

}

Node buildTree(List<Node> nodes) {

if (nodes.isEmpty) return null;

List<Node> children = [];

for (int i = 0, m = nodes.length; i < m - m ~/ 2; i++) {

children.add(nodes[i]);

}

Node root = Node(

nodes.last.value,

nodes.last.index,

buildTree(children),

buildTree(nodes.skip(nodes.length ~/ 2).take(m ~/ 2).toList()),

);

for (Node child in root.children) {

child.parent = root;

}

return root;

}

class Node {

int value;

int index;

Node parent;

List<Node> children;

Node(this.value, this.index, [this.left, Node right]) {

children = [];

if (left != null) children.add(left);

if (right != null) children.add(right);

}

Node get left => children.length > 0 ? children[0] : null;

Node get right => children.length > 1 ? children[1] : null;

void traverseInOrder(void Function(Node node) action) {

left?.traverseInOrder(action);

action(this);

right?.traverseInOrder(action);

}

}

以上是三種高效的先進排序演算法在 Dart 中的實現示例。這些演算法在處理大型數據集或特殊情況下具有更好的性能表現。不過,它們的實現也相對較為複雜,需要更多的代碼和數據結構支持。

**多維陣列排序使用**

在 Dart 中對多維陣列進行排序時,需要根據具體的排序需求定義適當的比較函數。Dart 提供了 sort() 方法和 sortedBy() 方法來對列表進行排序,這兩個方法都接受一個可選的 Comparator 參數,用於定義排序的規則。

以下是一些示例:

按照第一個元素排序二維陣列

void main() {

List<List<int>> matrix = [

[3, 1],

[1, 2],

[2, 3],

[4, 0],

];

matrix.sort((a, b) => a[0].compareTo(b[0]));

print(matrix); // [[1, 2], [2, 3], [3, 1], [4, 0]]

}

按照第二個元素排序二維陣列

void main() {

List<List<int>> matrix = [

[3, 1],

[1, 2],

[2, 3],

[4, 0],

];

matrix.sort((a, b) => a[1].compareTo(b[1]));

print(matrix); // [[4, 0], [3, 1], [1, 2], [2, 3]]

}

按照多個元素的組合排序二維陣列

void main() {

List<List<int>> matrix = [

[3, 1],

[1, 2],

[2, 3],

[4, 0],

[3, 2],

];

matrix.sortedBy((List<int> row) {

// 首先按第一個元素排序，如果第一個元素相同，則按第二個元素排序

return [row[0], row[1]];

});

print(matrix); // [[1, 2], [2, 3], [3, 1], [3, 2], [4, 0]]

}

在上面的例子中，我們使用 sortedBy() 方法並傳遞一個匿名函數作為比較器。該匿名函數接受一個二維陣列的行作為參數，並返回一個列表作為排序鍵。在這個例子中，我們首先按第一個元素進行排序，如果第一個元素相同，則按第二個元素進行排序。

按照物件屬性排序二維陣列

void main() {

List<Person> people = [

Person(3, 25),

Person(2, 30),

Person(1, 35),

Person(4, 20),

];

people.sort((a, b) => a.age.compareTo(b.age));

print(people); // [Person(4, 20), Person(3, 25), Person(2, 30), Person(1, 35)]

}

class Person {

final int id;

final int age;

Person(this.id, this.age);

@override

String toString() {

return 'Person($id, $age)';

}

}

在這個例子中，我們定義了一個 Person 類，並按照 age 屬性對 Person 物件清單進行排序。

**Future 的高級用法**

Dart 中的 Future 提供了一種強大的機制來處理異步操作。除了基本的異步編程功能外,Future 還有一些高級用法,可以幫助您編寫更加健壯、高效和可擴展的異步代碼。

1. **Future 鏈和組合**

您可以將多個 Future 組合在一起,形成一個 Future 鏈。這種方式可以減少嵌套層級,使代碼更加簡潔易讀。

Future<String> fetchData() async {

final data1 = await loadData1();

final data2 = await loadData2(data1);

final data3 = await loadData3(data2);

return data3;

}

您還可以使用 Future.wait 和 Future.forEach 等方法來協調多個 Future 的執行和處理。

1. **錯誤處理**

在處理異步操作時,適當的錯誤處理非常重要。Future 提供了多種方法來處理錯誤,如 catchError、whenComplete 和 then。

Future<void> fetchData() async {

try {

final data = await loadData();

processData(data);

} catch (e) {

handleError(e);

} finally {

cleanup();

}

}

1. **Completer**

在某些情況下,您需要手動創建和完成一個 Future。Completer 類可以幫助您實現這一點。

Future<String> fetchData() {

final completer = Completer<String>();

*// 執行一些異步操作...*

*// 然後完成 Future*

completer.complete('Data fetched');

return completer.future;

}

1. **隔離和錯誤捕獲**

Dart 提供了 runZonedGuarded 等機制,可以幫助您隔離和捕獲未處理的錯誤,防止它們傳播到其他代碼路徑。

runZonedGuarded(() async {

*// 執行一些異步操作*

await fetchData();

}, (error, stackTrace) {

*// 處理未捕獲的錯誤*

handleError(error, stackTrace);

});

1. **延遲和超時**

您可以使用 Future.delayed 來引入延遲,或者使用 Future.timeout 來設置異步操作的超時時間。

Future<void> delayedOperation() async {

await Future.delayed(Duration(seconds: 3));

print('Delayed operation completed');

}

Future<String> fetchDataWithTimeout() async {

try {

return await loadData().timeout(Duration(seconds: 10));

} catch (e) {

return 'Timeout: Data could not be fetched';

}

}

Future 是一種表示非同步操作結果的數據類型。它可以用於處理耗時操作，例如網絡請求或文件 I/O。

Future 的高級用法包括：

* **錯誤處理**

Future 可以使用 catchError() 方法來處理錯誤。如果 Future 操作失敗，catchError() 回調函數將會被調用，並傳遞錯誤信息。

Future<String> fetchData() async {

try {

final response = await http.get('https://example.com/data.json');

if (response.statusCode == 200) {

return response.body;

} else {

throw Exception('Failed to fetch data: ${response.statusCode}');

}

} catch (error) {

return 'Error: $error';

}

}

fetchData().then((data) => print(data)).catchError((error) => print(error));

* **組合 Futures**

Future 可以使用 then() 和 whenComplete() 方法來組合。then() 方法用於在 Future 完成後執行操作，whenComplete() 方法用於在 Future 完成或失敗後執行操作。

Future<int> future1 = Future.delayed(Duration(seconds: 1), () => 1);

Future<int> future2 = Future.delayed(Duration(seconds: 2), () => 2);

future1.then((value) => print('future1: $value')).then((\_) {

return future2.then((value) => print('future2: $value'));

});

future1.whenComplete(() => print('future1 complete')).then((\_) {

return future2.whenComplete(() => print('future2 complete'));

});

* **流處理**

Future 可以使用 asStream() 方法轉換為 Stream。Stream 是一種表示一系列數據值的數據類型。

Future<List<int>> future = Future.value([1, 2, 3]);

future.asStream().listen((data) => print(data));

* **自定義 Future**

可以使用 Future.microtask() 和 Future.delayed() 方法來創建自定義 Future。Future.microtask() 方法創建一個立即完成的 Future，Future.delayed() 方法創建一個在指定延遲時間後完成的 Future。

Future<int> future1 = Future.microtask(() => 1);

Future<int> future2 = Future.delayed(Duration(seconds: 1), () => 2);

print(future1); // 立即打印 1

print(future2); // 1 秒後打印 2

以下是一些 Future 的高級用法示例：

* **實現並行操作**

可以使用 Future 來實現並行操作。例如，以下代碼使用 Future 並行發送兩個網絡請求：

Future<String> fetchData1() async {

final response = await http.get('https://example.com/data1.json');

if (response.statusCode == 200) {

return response.body;

} else {

throw Exception('Failed to fetch data1: ${response.statusCode}');

}

}

Future<String> fetchData2() async {

final response = await http.get('https://example.com/data2.json');

if (response.statusCode == 200) {

return response.body;

} else {

throw Exception('Failed to fetch data2: ${response.statusCode}');

}

}

Future.wait([fetchData1(), fetchData2()]).then((data) {

print('data1: ${data[0]}');

print('data2: ${data[1]}');

});

* **實現流水線操作**

可以使用 Future 來實現流水線操作。例如，以下代碼使用 Future 將圖像從磁盤讀取、縮放和保存到文件：

Future<Image> loadImage(String path) async {

final bytes = await File(path).readAsBytes();

return decodeImageFromList(bytes);

}

Future<Image> resizeImage(Image image) async {

final resizedImage = await image.resize(100, 100);

return resizedImage;

}

Future<void> saveImage(Image image, String path) async {

final pngBytes = await image.toByteData(format: ImageByteFormat.png);

await File(path).writeAsBytes(pngBytes.buffer.asUint8List

void main() async {

final image = await loadImage('path/to/image.jpg');

final resizedImage = await resizeImage(image);

await saveImage(resizedImage, 'path/to/saved\_image.png');

}

在上述代碼中，loadImage() 函數使用 Future 來讀取圖像文件。resizeImage() 函數使用 Future 來縮放圖像。saveImage() 函數使用 Future 來保存圖像文件。

這些函數使用 await 關鍵字來等待 Future 完成。await 關鍵字會阻塞當前的函數，直到 Future 完成。

通過使用 Future，可以將這些操作組合成一個流水線。圖像將從磁盤讀取，然後縮放，最後保存到文件。

以下是一些 Future 的高級用法的好處：

* **提高代碼的可讀性和可維護性**

Future 可以使代碼更易於閱讀和維護。通過將非同步操作包裝在 Future 中，可以使代碼更直觀地理解。

* **簡化錯誤處理**

Future 提供了統一的錯誤處理機制。可以使用 catchError() 方法來處理 Future 操作失敗的情況。

* **提高性能**

Future 可以提高性能。通過使用 Future，可以在多個 CPU 或核心上並行執行操作。

以下是一些 Future 的高級用法需要注意的事項：

* **避免嵌套 Future 過多**

嵌套 Future 過多會使代碼難以閱讀和理解。如果需要嵌套多個 Future，可以考慮使用 async 和 await 關鍵字來簡化代碼。

* **注意錯誤處理**

應始終在使用 Future 時處理錯誤。可以使用 catchError() 方法來處理 Future 操作失敗的情況。

* **避免洩漏 Future**

Future 可能會洩漏，如果 Future 未被使用，則可能導致資源洩漏。應始終確保 Future 已被使用或取消。

總體而言，Future 是一種強大的工具，可用於在 Dart 中實現非同步編程。

**異步程式設計 的用法**

Dart 中的異步程式設計允許您在不阻塞主線程的情況下執行耗時操作。這對於構建響應式和用戶友好的應用程序非常重要。

* **使用 Future 和 async / await**

Future 是一個表示值的最終值的對象。async 和 await 關鍵字用於簡化異步程式碼的編寫。

以下是一個使用 Future 和 async / await 的簡單示例：

Future<String> fetchData() async {

final response = await http.get(Uri.parse('https://jsonplaceholder.typicode.com/todos/1'));

if (response.statusCode == 200) {

return jsonDecode(response.body)['title'];

} else {

throw Exception('Failed to fetch data');

}

}

void main() async {

final title = await fetchData();

print(title);

}

* **使用 Stream**

Stream 是一個表示一系列值的對象。它通常用於處理來自網絡或傳感器的實時數據。

以下是一個使用 Stream 的簡單示例：

Stream<String> counterStream() async\* {

for (int i = 0; i < 10; i++) {

yield 'Count: $i';

await Future.delayed(const Duration(seconds: 1));

}

}

void main() async {

final subscription = counterStream().listen((event) {

print(event);

});

await Future.delayed(const Duration(seconds: 15));

subscription.cancel();

}

* **使用 async / await for 錯誤處理**

async / await 也可以用於處理錯誤。您可以使用 try / catch 塊來捕獲錯誤。

以下是一個使用 async / await 進行錯誤處理的簡單示例：

Future<String> fetchData() async {

try {

final response = await http.get(Uri.parse('https://jsonplaceholder.typicode.com/todos/1'));

if (response.statusCode == 200) {

return jsonDecode(response.body)['title'];

} else {

throw Exception('Failed to fetch data');

}

} catch (error) {

return 'Error: $error';

}

}

void main() async {

try {

final title = await fetchData();

print(title);

} catch (error) {

print('Error: $error');

}

}

* **使用 Future.wait 和 Future.microtasks**

Future.wait 函數允許您等待多個 Future 同時完成。Future.microtasks 函數允許您等待所有微任務完成。

以下是一個使用 Future.wait 的簡單示例：

Future<List<String>> fetchMultipleData() async {

final futures = [

fetchData(),

fetchData(),

fetchData(),

];

final results = await Future.wait(futures);

return results;

}

void main() async {

final results = await fetchMultipleData();

print(results);

}

常見的高級用法:

1. **Future 鏈**

您可以將多個 Future 組合在一起,形成一個 Future 鏈。這種方式可以減少嵌套層級,使代碼更加簡潔易讀。

Future<String> fetchData() async {

final data1 = await loadData1();

final data2 = await loadData2(data1);

final data3 = await loadData3(data2);

return data3;

}

Future<String> loadData1() {

*// ...*

}

Future<String> loadData2(String data1) {

*// ...*

}

Future<String> loadData3(String data2) {

*// ...*

}

1. **Future.wait 和 Future.forEach**

Future.wait 用於同時等待多個 Future 完成,而 Future.forEach 則用於對一組 Future 執行迭代操作。這些方法可以幫助您更好地管理和協調多個異步操作。

Future<void> processData() async {

final futures = [loadData1(), loadData2(), loadData3()];

final results = await Future.wait(futures);

print(results); *// [data1, data2, data3]*

await Future.forEach(results, (data) {

*// 對每個數據進行處理*

processData(data);

});

}

1. **Stream 管道**

Dart 中的 Stream 提供了一種強大的方式來處理異步數據流。您可以使用各種轉換器和操作符來建立複雜的異步管道,對數據進行過濾、映射、合併等操作。

final stream = dataSource

.where((data) => data.isValid)

.map((data) => data.transform())

.transform(ThrottleStreamTransformer(Duration(seconds: 1)))

.handleError((error) => print('Error: $error'))

.listen((data) => processData(data));

1. **異步生成器**

異步生成器允許您以懶惰的方式生成異步序列,每次只在需要時計算下一個值。這種方式可以避免不必要的計算,提高效率。

Stream<int> countStream(int max) async\* {

for (int i = 0; i < max; i++) {

await Future.delayed(Duration(seconds: 1));

yield i;

}

}

void main() async {

await for (int value in countStream(5)) {

print(value); *// 每隔一秒輸出 0, 1, 2, 3, 4*

}

}

1. **隔離和錯誤處理**

在處理異步操作時,適當的隔離和錯誤處理非常重要。Dart 提供了多種機制來實現這一點,例如 runZonedGuarded、catchError 和 whenComplete。

Future<void> fetchData() async {

try {

final data = await loadData();

processData(data);

} catch (e) {

handleError(e);

} finally {

cleanup();

}

}

**Duration 的高級用法**

Dart 中的 Duration 類是用於表示一段時間間隔的類型。除了基本的時間計算和格式化功能外,Duration 還有一些高級用法,可以幫助您更有效地處理時間相關的任務。以下是一些常見的高級用法:

1. **使用 inMilliseconds 和 inMicroseconds 進行精確計時**

如果您需要進行高精度的計時操作,可以使用 inMilliseconds 和 inMicroseconds 屬性來獲取毫秒級和微秒級的時間值。這在測量短暫事件或進行基準測試時特別有用。

final startTime = DateTime.now().microsecondsSinceEpoch;

*// 執行某些操作...*

final endTime = DateTime.now().microsecondsSinceEpoch;

final duration = Duration(microseconds: endTime - startTime);

print('Operation took ${duration.inMicroseconds} microseconds');

1. **使用 Duration 創建延遲**

在處理異步操作時,您可以使用 Duration 來創建延遲,模擬某些緩慢的操作或等待某些條件。這在測試和模擬環境中非常有用。

Future<void> slowOperation() async {

await Future.delayed(Duration(seconds: 3));

print('Slow operation completed');

}

void main() async {

print('Starting slow operation...');

await slowOperation();

print('Finished');

}

1. **使用 Duration 控制計時器和動畫**

Duration 可以用於控制計時器和動畫的速度和持續時間。例如,在創建動畫時,您可以使用 Duration 來設置每個動畫幀的持續時間。

import 'dart:async';

void main() {

final controller = AnimationController(

duration: Duration(seconds: 2),

vsync: *// ...*

);

final animation = Tween<double>(begin: 0.0, end: 1.0).animate(controller);

Timer.periodic(Duration(milliseconds: 16), (\_) {

controller.forward(from: animation.value);

});

}

1. **使用 operator+、operator- 和 operator\* 進行時間計算**

Duration 類重載了一些運算符,如 +、- 和 \*。這使得您可以更方便地執行時間計算,例如將一個 Duration 與另一個相加、相減或進行乘法運算。

final duration1 = Duration(hours: 2, minutes: 30);

final duration2 = Duration(minutes: 45);

final totalDuration = duration1 + duration2;

print('Total duration: $totalDuration'); *// 輸出: Total duration: 3:15:00.000000*

final halfDuration = duration1 \* 0.5;

print('Half duration: $halfDuration'); *// 輸出: Half duration: 1:15:00.000000*

1. **使用 toString() 和自定義模式進行格式化**

您可以使用 toString() 方法將 Duration 格式化為人類可讀的字符串表示形式。此外,您還可以通過傳遞自定義模式來控制輸出格式。

final duration = Duration(hours: 2, minutes: 30, seconds: 15);

print(duration.toString()); *// 輸出: 2:30:15.000000*

print(duration.toString().split('.')[0]); *// 輸出: 2:30:15*

*// 自定義模式*

print(duration.toString(

'h "hour(s)", m "minute(s)", s "second(s)"')); *// 輸出: 2 hour(s), 30 minute(s), 15 second(s)*

Duration 類用於表示時間段，它可以表示秒、毫秒、微秒、納秒等時間單位。Duration 類具有以下屬性：

* inDays: 表示時間段的整數天數。
* inHours: 表示時間段的整數小時數。
* inMinutes: 表示時間段的整數分鐘數。
* inSeconds: 表示時間段的整數秒數。
* inMilliseconds: 表示時間段的整數毫秒數。
* inMicroseconds: 表示時間段的整數微秒數。
* inNanoseconds: 表示時間段的整數納秒數。

Duration 類具有以下方法：

* compareTo(Duration other): 比較兩個 Duration 對象的大小。
* hashCode: 返回 Duration 對象的哈希碼。
* toString(): 返回 Duration 對象的字符串表示形式。
* add(Duration other): 將另一個 Duration 對象添加到當前 Duration 對象中。
* subtract(Duration other): 從當前 Duration 對象中減去另一個 Duration 對象。
* multiply(double multiplier): 將當前 Duration 對象乘以一個數字。
* divide(double divisor): 將當前 Duration 對象除以一個數字。
* floor()：取 Duration 對象的向下取整部分。
* ceil()：取 Duration 對象的向上取整部分。
* truncate()：截斷 Duration 對象的小數部分。
* round()：四捨五入 Duration 對象的小數部分。

### 高級用法

以下是一些 Dart 中 Duration 的高級用法：

**1. 使用 Duration 來表示時間間隔**

Duration 類可以用於表示時間間隔，例如兩個時間戳之間的時間差。例如，以下代碼計算兩個時間戳之間的時間差：

DateTime startTime = DateTime(2023, 12, 31, 23, 59, 59);

DateTime endTime = DateTime(2024, 1, 1, 0, 0, 0);

Duration duration = endTime.difference(startTime);

print(duration.inSeconds); // Output: 1

在上面的代碼中，duration 变量表示 startTime 和 endTime 之間的時間差，即 1 秒。

**2. 使用 Duration 來設置延時**

Duration 類可以用於設置延時，例如在异步操作完成之前等待一段時間。例如，以下代碼使用 Future.delayed() 方法來設置 1 秒的延時：

Future<void> delayedFunction() async {

await Future.delayed(Duration(seconds: 1));

print('Delayed function executed');

}

void main() {

delayedFunction();

}

在上面的代碼中，delayedFunction() 函數在 1 秒後執行。

**3. 使用 Duration 來控制動畫**

Duration 類可以用於控制動畫，例如動畫的速度和持續時間。例如，以下代碼使用 Animation<double> 類來創建一個動畫，該動畫在 2 秒內將值從 0 變化到 1：

AnimationController controller = AnimationController(

vsync: TickerProviderStateMixin.tickerProvider(null),

duration: Duration(seconds: 2),

);

Animation<double> animation = Tween<double>(begin: 0, end: 1).animate(controller);

controller.forward();

animation.addListener(() {

print(animation.value);

});

在上面的代碼中，animation 变量表示一個動畫，該動畫在 2 秒內將值從 0 變化到 1。

**4. 使用 Duration 來表示時區**

Duration 類可以用於表示時區，例如 UTC 和 PST 之間的時差。例如，以下代碼創建一個表示 UTC 時區的 Duration 對象：

Duration utcOffset = Duration(hours: 0);

在上面的代碼中，utcOffset 变量表示 UTC 時區的 Duration 對象。